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Abstract

The capacity to engage in web services transactions on smartphones is growing as these devices become increasingly powerful and sophisticated. This capacity for mobile web services is being realised through mobile applications that consume web services hosted on larger computing devices. This thesis investigates the effect that end-to-end web services security has on the interoperability between mobile web services requesters and traditional web services providers.

SOAP web services are the preferred web services approach for this investigation. Although WS-Security is recognised as demanding on mobile hardware and network resources, the selection of appropriate WS-Security mechanisms lessens this burden. An attempt to implement such mechanisms on smartphones is carried out via an experiment.

Smartphones are selected as the mobile device type used in the experiment. The experiment is conducted on the Java Micro Edition (Java ME) and the .NET Compact Framework (.NET CF) smartphone platforms. The experiment shows that the implementation of interoperable, end-to-end, mobile web services security on both platforms is reliant on third-party libraries. This reliance on third-party libraries results in poor developer support and exposes developers to the complexity of cryptography. The experiment also shows that there are no standard message size optimisation libraries available for both platforms. The implementation carried out on the .NET CF is also shown to rely on the underlying operating system.

It is concluded that standard WS-Security APIs must be provided on smartphone platforms to avoid the problems of poor developer support and the additional complexity of cryptography. It is recommended that these APIs include a message optimisation technique. It is further recommended that WS-Security APIs be completely operating system independent when they are implemented in managed code.

This thesis contributes by: providing a snapshot of mobile web services security; identifying the smartphone platform state of readiness for end-to-end secure web services; and providing a set of recommendations that may improve this state of readiness. These contributions are of increasing importance as mobile web services evolve from a simple point-to-point environment to the more complex enterprise environment.
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Chapter 1

Introduction

1.1 Introduction

The field of web services has expanded to include the mobile computing paradigm [Hirsch et al., 2006]. Handheld mobile devices participate in web services transactions through mobile web services. Mobile web services are typically mobile applications that consume traditional web services. The term traditional is used in this thesis to refer to web services hosted on larger computing devices connected by fixed line networks, for example servers connected by a wired local area network (LAN).

Interoperability is a foundational feature of web services [Wright, 2005]. A web services transaction is dependent on interoperability because interoperability ensures that web services entities are able to communicate with each other. The Web Services-Interoperability Organization (WS-I) has produced the Basic Security Profile Version 1.0 document to guide the securing of traditional web services so that secured web services messages allow for interoperability [McIntosh et al., 2007]. The need for such a document demonstrates that securing web services may impact on web services interoperability.

This thesis investigates the effect that the application of end-to-end, web services security has on the interoperability between mobile web services and traditional web services. It establishes whether current mobile web services and security technology allow mobile web services to participate in end-to-end, secured web services transactions. This thesis focuses on end-to-end security because it is relevant to web services as explained in the following section.
1.2 The Relevance of End-to-end Security

The “end-to-end argument” by Saltzer et al. [1984] is presented formally as:

The function in question can completely and correctly be implemented only with the knowledge and help of the application standing at the end points of the communication system. Therefore, providing that questioned function as a feature of the communication system itself is not possible. (Sometimes an incomplete version of the function provided by the communication system may be useful as a performance enhancement.).

This argument, when applied to the function of web services security, dictates that the web services endpoints should assume responsibility for securing web services messages for the entirety of a transaction. The endpoints should not delegate responsibility for securing the transaction to underlying network protocols.

Web services endpoints consist of either a web services provider or a web services requester. A web services provider is an entity that is responsible for implementing and exposing a web service and a web services requester consumes the provider’s service [Booth et al., 2004]. The end-to-end argument is relevant to web services because web services messages may traverse network connections and other entities that are out of the control of web services endpoints [Hirsch et al., 2006]. End-to-end security guarantees that the web services endpoints do not lose control over the security of web services messages during a web services transaction. Chapter 3 provides further analysis of web services security and selects an appropriate end-to-end web services security standard for the investigation carried out in this thesis. The numerous combinations available for the realisation of mobile web services requires some limitation of scope as explained in the following section.

1.3 Scope

A multitude of web services approaches exist, for example Asynchronous Javascript and XML (AJAX) [Gehtland et al., 2006], Representational State Transfer (REST) [Fielding, 2000], and SOAP [Gudgin et al., 2007] web services. Diversity is also encountered when the types of handheld mobile devices are considered, for example personal digital assistants (PDA), pagers, mobile phones and smartphones. The convergence of mobile devices and web services results in the availability of multiple mobile web services approaches. This thesis limits its investigation to
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SOAP web services on smartphones. The reasons for this limitation of scope are briefly described in the following subsections.

1.3.1 SOAP

SOAP messages are extensible because SOAP is as an XML based protocol [Gudgin et al., 2007]. This extensibility allows for SOAP messages to be processed by intermediary nodes lying along the path of the web services endpoints.

End-to-end security is sufficient but not necessary for other web services approaches that utilise point-to-point network links and do not consider intermediary processing nodes [Kearney, 2005]. Examples of such approaches include AJAX and REST. Network transport level security for these web services approaches is sufficient and preferred given its lower performance overhead. However, SOAP processing at intermediary nodes makes point-to-point security inadequate to secure SOAP web services because this security lasts only from an endpoint to its closest intermediary. End-to-end security is the only sufficient security mechanism for all SOAP web services scenarios. SOAP is selected in this thesis because it allows a distinction to be drawn between point-to-point and end-to-end security. The selection of SOAP is also advantageous because significant work on end-to-end web services security is being carried out with SOAP, for example the OASIS WS-Security standard [Nadalin et al., 2006a]. Chapter 2 provides the background to web services and a more detailed motivation for the selection of SOAP.

1.3.2 Smartphones

This thesis limits its investigation to handheld mobile devices commonly referred to as smartphones [Fox and Box, 2004]. These devices may be loosely described as those that combine the features of a PDA and a mobile phone. Smartphones are selected as the mobile web services application hosting device type because of their relevance to m-commerce. Mobile web services may be seen as a subset of m-commerce [Hirsch et al., 2006]. Chang and Chen [2005] advocate that the smartphone is the most technically appropriate handheld mobile device for use in m-commerce.

The writer finds that other compelling reasons to select the smartphone for this research are found when the smartphone is considered within the context of the global development of m-commerce. Firstly, developed countries are in the phase of further developing the m-commerce market from its “infancy” to one that resembles the larger e-commerce market [Takahashi, 2006]. Smartphones provide the technology required to overcome the challenges highlighted by the Or-
ganisation for Economic Co-operation and Development (OECD) in meeting this goal [Takahashi, 2006]. The specifics of these challenges are out of the scope of this thesis but it is noted here that the OECD consider the smartphone as the device that can meet these challenges.

Secondly, Africa continues to present the fastest growing mobile market [Africa Research Bulletin, 2007]. Scott et al. [2004] suggest that smartphones will provide African people with an access point to data services. Considering that some African countries have ten times as many mobile subscribers as fixed line subscribers, it is highly probable that the smartphone may become Africa’s main access point to data services [Cheneau-Loquay, 2007].

The technical ability of the smartphone coupled with its potential to be the main device driving m-commerce development, informs the decision to select it as the mobile device type discussed in this thesis. Chapter 4 describes the issues surrounding the realisation of mobile web services on smartphones and chapter 5 introduces the smartphone platforms used in this thesis. The realisation of mobile web services running on these platforms relies heavily on their ability to interoperate with traditional web services.

1.4 Interoperability and Mobile Web Services

The author considers interoperability of critical importance within the mobile web services context for two reasons: firstly, the primary realisation of mobile web services is in the form of a web services requester [Shu Fang Rui, 2006]. A lack of interoperability between mobile web services and traditional web services renders web service consumption by mobile applications impossible. The primary realisation of mobile web services hinges on their interoperability with traditional web services.

Secondly, while m-commerce is a subset of e-commerce, one differentiating factor between them is the device-dependent nature of m-commerce and the device-independent nature of e-commerce [Takahashi, 2006]. The device interoperability provided by web services mitigates the drawback of device-dependent service provision. Mobile web services ease m-commerce service provision by utilising device independent-interfaces.

The provision of end-to-end SOAP security leverages the extensibility of SOAP messages and requires the modification of the messages themselves [Nadalin et al., 2006a]. Some of these modifications may lead to interoperability problems if they are not supported by all web services entities. The mobile web services dependence on interoperability means that it is possible for the application of end-to-end security on traditional web services to hinder the realisation of mobile web services. The analysis of this possible obstacle to the development of the mobile
web services field is the central issue of the investigation carried out in this thesis. The following research questions and goals were developed to aid the investigation.

### 1.5 Research Questions and Goals

The following research questions are answered in this thesis:

1. Does the deployment of interoperable, end-to-end, web services security on a traditional web services provider hinder a mobile web services requester from participating in an end-to-end, secured web services transaction with the provider?

2. Which smartphone aspects require improvement so that mobile web services may better interoperate with end-to-end, secured traditional web services providers?

These questions are answered within the context of the following specific research goals:

1. to determine appropriate mechanisms that achieve interoperable, end-to-end, mobile web services security;

2. to ascertain whether interoperable, end-to-end, mobile web services security can be feasibly implemented using current mobile software technology;

3. to identify the areas that require improvement for the provision of interoperable, end-to-end, mobile web services security;

The research goals mentioned in this section form the direction that this thesis takes. A more detailed discussion of these goals appears in the following sub-sections.

#### 1.5.1 Goal 1: Determination of an Appropriate Mechanism

The selection of SOAP, mentioned earlier, allows a distinction to be drawn between point-to-point and end-to-end web services security. This distinction allows mechanisms that provide true end-to-end web services security to be identified. Chapter 3 identifies such mechanisms that are also interoperable.

The appropriateness of the mechanisms identified in chapter 3 is determined by the degree to which they are suitable for smartphone platforms. This suitability depends on how the mechanisms operate in respect to the constraints faced by smartphones. Chapter 4 presents a set of appropriate mechanisms that provide interoperable, end-to-end, mobile, web services security. This set is implemented on smartphone platforms to meet the next research goal.
1.5.2 Goal 2: Ascertation of Implementation Feasibility

The smartphone capability to support interoperable, end-to-end, mobile web services security is ascertained by implementing the set of mechanisms detailed in chapter 4. This implementation highlights shortcomings that prevent smartphones from hosting mobile web services that interoperate with end-to-end, secured traditional providers. Chapter 5 describes the experiment used to implement the set of mechanisms. The platform shortcomings that hinder this implementation are used to meet the next research goal.

1.5.3 Goal 3: Provision of Recommendations

The shortcomings gleaned from the experiment allow for the identification of smartphone platform aspects that require improvement. Suggestions to improve smartphone platforms such that they can be used to implement interoperable, end-to-end, mobile web services security are provided in chapter 6. These recommendations are issued after smartphone platform shortcomings are discussed in the same chapter. The nature of the content of this thesis is detailed in the following section.

1.6 Thesis Content

The research reported in this thesis occurs within the dynamic fields of web services and mobile computing. Work and interest in end-to-end mobile web services security is increasing as evidenced by the work of Kangasharju [2007] and Narayana et al. [2007], discovered by the author at the time of writing. However, there are instances where books and journal articles do not provide a deep enough analysis of the issues or present outdated material. To this end, technical specifications, technical articles and web material is referenced in this thesis along with books and journal articles. Technical specifications and articles such as the *NIST Guide to Secure Web Services* provide a deeper analysis of some issues than books or journals. These technical citation sources also provide details on the latest standards because some are written by the standardisation bodies themselves. Web references are used when no alternative citation source is found and the reference explains an issue that the thesis needs to address.

The mobile computing field is also rapidly changing and this may result in the discussions presented in this thesis referring to a technology that has been superseded. There is a six month period between the completion of some aspects of the experiment and the conclusion of writing. An example of technology that has changed during the course of writing is the Windows Mobile
CHAPTER 1. INTRODUCTION

operating system. Devices running Windows Mobile 6 became available after the part of the experiment using a Windows Mobile device was concluded. This thesis reports work conducted on a Windows Mobile 5 device because Windows Mobile 5 was the latest edition running on Windows Mobile devices available at time of experimentation. The recommendations and conclusions presented in this thesis have been kept general to address this rapid change. This allows the recommendations and conclusions to be applied to the latest technology, if it should suffer from the same shortcomings identified in this thesis.

A note is also made here about the spelling of terms within this thesis. The thesis adopts British English for most of its content. However, some terms and quotations are spelt with American English, for example the Message Transmission Optimization Mechanism. The spelling used in these terms and quotations is left unchanged. The content described in this section is laid out as described in the following section.

1.7 Thesis Layout

Chapter 2 introduces web services concepts used in the rest of the thesis. Web services terms are defined in this chapter and two dominant web services approaches are compared; SOAP and REST. The selection of SOAP is further motivated in this chapter.

Chapter 3 introduces the security needs of SOAP web services. Strategies that may be used to meet these needs are discussed and those that provide end-to-end security as opposed to point-to-point security are identified. These strategies are discussed within the context of mobile web services in chapter 4.

Chapter 4 discusses the realisation of mobile web services on smartphones. Alternative strategies for this realisation are discussed and a mobile web services architecture appropriate for the experiment is selected. The mechanisms identified in chapter 3 are discussed within the context of the constraints that make the mobile computing paradigm unique. Web services security mechanisms that are considered to be the most appropriate, when these constraints are considered, are selected and used in the following chapter.

Chapter 5 details an experiment that involves implementing the mechanisms discussed in chapter 4 on two smartphone platforms: the .NET Compact Framework and the Java Micro Edition [Fox and Box, 2004] [Sun Microsystems, 2007b]. These two platforms are motivated in chapter 5 as the most appropriate for the experiment’s objectives. The shortcomings encountered in both platforms when implementing interoperable, end-to-end, mobile web services security are highlighted in this chapter and form the discussion of the following chapter.
Chapter 6 considers the platform-specific shortcomings presented in chapter 5 as lessons that are applicable to smartphone platforms in general. These lessons are discussed and they are used as the basis on which the recommendations presented in the chapter are made. These recommendations suggest improvements for smartphone platforms so that they may host mobile web services that participate in end-to-end secured web services transactions.

Chapter 7 concludes this thesis by discussing the answers to the research questions posed in this introduction chapter. The contribution made by the research is outlined and possible future work is suggested.
Chapter 2

Web Services

2.1 Introduction

This chapter introduces web services and concepts required for the discussion of web services security in the next chapter. The aim of this chapter is to survey the web services domain for an appropriate web services approach that facilitates a discussion on end-to-end web services security.

This chapter identifies common web services characteristics. These characteristics define the terms utilised in the survey of two popular web services approaches: SOAP and REST. These two approaches are compared and SOAP is selected as an appropriate approach to examine end-to-end web services security.

2.2 The Web Services Landscape

The web services domain is characterised by a wide scope comprising a multitude of implementation approaches. This is illustrated by the overview by Adams et al. which defines three broad categories of web services: Enterprise web services, Internet web services and XML web services.
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Figure 2.1: Venn diagram of web services platform protocols, adapted from Adams et al.

Figure 2.2: Venn diagram of web services categories, adapted from Adams et al.

Figure 2.1 shows three classes of protocols that may be used to implement these web services. The description protocols are used for communicating the functionality exposed by a web service and the requirements for invoking this functionality. This description determines the content of messages formatted according to messaging protocols. These messages are sent over a network using transport protocols.

Figure 2.2 maps the three web services categories onto the three protocols [Adams et al.]. Enterprise web services are those that utilise open protocols for description and messaging but may use proprietary transport protocols. Internet web services use either open messaging or open transport protocols and XML web services use open protocols for all categories.
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This thesis does not continue to use the category definitions provided by Adams et al.. Their categorisation of web services however, does provide an insight into the numerous combinations possible in web services implementation. For example, a SOAP web services implementation may utilise SOAP for messaging, the Web Services Description Language [Chinnici et al., 2007] for description and the Simple Mail Transfer Protocol (SMTP) [Postel, 1982] for transport. A RESTful implementation [Richardson and Ruby, 2007] may utilise the Extensible Markup Language (XML) [Bray et al., 2006] for messaging, the Web Application Description Language [Hadley, 2006] for description and the Hypertext Transfer Protocol (HTTP) [Fielding et al., 1999] for transport.

Despite the lack of a standard definition for web services and the diversity of their implementations, this section provides a generic overview of web services and their nature. This overview lays the groundwork for subsequent discussions of web services implementations. The overview begins by identifying a general definition for web services.

2.2.1 What are Web Services?

Pandey [2006b] states that there is no universally accepted definition for web services. Adams et al. confirm this viewpoint when arguing that the existence of a plethora of web services definitions, some of which are “contradictory”, poses a challenge to defining them.

This section identifies a general definition of a web service. This definition is used to discuss the common aspects of web services. A concept that is often mentioned in web services definitions is the architectural notion of a service oriented architecture.

2.2.1.1 Architectural Considerations

An examination of the relationship between web services and a Service Oriented Architecture (SOA) is carried out because of the strong link asserted between the two terms [Wright, 2005]. The danger of this close association is in assuming that the terms and their security are analogous. This sub-section shows that the difference between these two terms is such that the concept of SOA is inadequate in providing a general web services definition. Papazoglou and van-den Heuvel [2004] define a service as:

... self-describing, platform agnostic computational elements...which provide some application logic in a distributed computing system.

This definition implies that services are an atomic element within a service oriented architecture which they continue to define as:
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... a logical way of designing a software system to provide services to either end user applications or other services in a network through published and discoverable interfaces [Papazaglou and van-den Heuvel, 2004].

Wright [2005] asserts that the main distinction between a SOA and web services is that a “SOA is an architecture, while web services are a technology”. This distinction is corroborated by web services definitions that suggest that web services are implementations of a SOA. This is evident in the following web services definition:

Web services refer to a specific set of technologies that can be used to implement a SOA [Hirsch et al., 2006].

Further definitions provided by Ramesh Nagappan et al. [2003], Muschamp [2004] and Kearney [2005] also suggest this architecture-implementation relationship. This relationship suggests an implementation of web services must possess qualities espoused by the architectural specification of a SOA. Such qualities include the properties outlined by the World Wide Web Consortium (W3C) Web Services Architecture (WSA) Working Group [Booth et al., 2004]: message orientation; description orientation; granularity; network orientation; and platform neutrality. All these properties are encompassed by the definitions of a service and SOA provided by Papazaglou and van-den Heuvel [2004].

These definitions imply a tight relationship between web services and a SOA, where a SOA provides the blueprint and the bricks are laid using web services. However, the W3C WSA Working Group [Booth et al., 2004] advocates a looser relationship by stating that the implementation of web services does not necessarily translate into an implementation of a SOA. This rationale extends from the W3C WSA Working Group’s stance that a SOA is not a web services architecture but one of many views that a stakeholder may hold of a web services architecture. Some deployments of web services may implement a SOA but it is possible for web services to be employed in a distributed system that does not meet the properties of a SOA. The Resource Oriented Architecture introduced by Richardson and Ruby [2007] provides an example of web services deployed according to a different architecture. This architecture is appropriate for the implementation of RESTful web services.

Therefore, two conclusions, considered within the context of this thesis, may be drawn about the relationship between a SOA and web services: Firstly web services and SOA should be treated as separate concepts. Secure web services do not automatically mean a secure SOA because web services implementations may not always meet the properties of a SOA. Secondly in the case where web services do meet the properties of a SOA, secure web services cannot be
extrapolated to mean a secure SOA. The W3C WSA Working group [Booth et al., 2004] state that depending on infrastructure and requirements, other technologies such as CORBA and COM may be more appropriate for the implementation of a SOA. However, these middleware technologies have differences from web services that demand a different security approach from that taken in web services. For example web services rely on XML but CORBA and COM implementations need not use XML in their interactions [Wright, 2005]. To this end, XML security mechanisms may be successfully deployed to secure web services but not other SOA related technologies, such as CORBA and COM. This thesis is limited to discussing web services security and an analysis of SOA security is out of scope.

Given the elimination of the concept of a SOA, a more general definition is provided in the following section.

2.2.1.2 General Definition

Wright [2005] also attempts to identify a general web services definition. In determining this definition, Wright [2005] identifies XML as a common denominator amongst web services and selects a definition that places an emphasis on XML. The author agrees with the emphasis on XML since web services cannot exist without XML, as demonstrated by the category definitions of Adams et al.. The following definition from Adams et al. is utilised in this thesis:

Web services are software components that are developed using specific technologies from three primary technology categories: An XML-based description format (for example, WSDL); An application messaging protocol (for example, SOAP); A collection or transport protocol (for example, HTTP).

This definition alludes to three extra common properties of web services that a definition based on XML alone does not fully encompass. Firstly communication between web services role-players is facilitated by a network linking the role-players. Secondly, web services need an XML means to describe themselves such that they may be consumed. Thirdly, a message protocol is required to facilitate communication amongst web services entities.

The category lines may be blurred as the categories mentioned in the definition may use the same protocol. An example is the RESTful approach that may utilise HTTP as both its messaging and transport protocol [Richardson and Ruby, 2007]. This possibility of category overlap is not problematic to the definition, as long as an overlapping protocol is capable of performing the functionality required within each category. Web services entities in respect to this general definition are discussed next.
2.2.2 Web Services Entities

Figure 2.3: Three components of web services [Singhal et al., 2007].

Figure 2.3 is composed of three types of entities that may be defined in a web services transaction: a web services provider; a web services requester and a web services intermediary [Singhal et al., 2007]. As with the web services definition, these names should not be taken as standard. The entities they represent however, are central to the research of this thesis. These entities are named from the terms used by the Open Mobile Alliance (OMA) [Open Mobile Alliance, 2006], the US National Institute of Standards and Technology (NIST) [Singhal et al., 2007] and the W3C WSA Working Group.

The W3C WSA Working Group draws a distinction between agents and entities when defining a requester and a provider [Booth et al., 2004]. An agent is an implementation of a web service and the entity is a “person or organisation” that owns the agent [Booth et al., 2004]. No such distinction is necessary in this thesis as it is concerned with agents, that is, the implementation of web services. The terms entity, provider and requester are considered to refer to the implementation of a web service. This same approach is taken by OMA and NIST in their definitions [Open Mobile Alliance, 2006, Singhal et al., 2007].

Figure 2.3 illustrates the relationship between the roles. By definition all web services implementations require a web services provider and a web services requester since a network connects at least two endpoints. A web services message will be created at one endpoint and be consumed at another.

Not all web services approaches support a web services intermediary but this entity is mentioned because it necessitates end-to-end web services security. Figure 2.3 suggests that the intermediary lies along the flow of web services messages between the two endpoints. An intermediary introduces a situation warranting end-to-end security, especially if it is untrusted. This scenario is revisited in greater detail in the following chapter.
2.2.2.1 Web Services Provider

A web services provider (provider) is a web services endpoint that is responsible for hosting and exposing the web service [Booth et al., 2004, Open Mobile Alliance, 2006]. In a client-server architecture the provider would be called the server. This analogy is limited because depending on the nature of a web services transaction, an endpoint may act as both a client and a server [Singhal et al., 2007]. The analogy however, illustrates that a provider hosts a resource that is consumed by a web services requester.

2.2.2.2 Web Services Requester

The web services requester (requester) is a web services endpoint that consumes the web service offered by the provider [Booth et al., 2004, Open Mobile Alliance, 2006]. Some authors may refer to this as a web services consumer [Hirsch et al., 2006]. Although both a provider and requester may initiate a transaction, in most practical applications the requester initiates the transaction [Booth et al., 2004]. The messages that flow between a requester and provider may be modified by a web services intermediary.

2.2.2.3 Web Services Intermediary

The web services intermediary has been encountered by the author in the SOAP web services implementation approach only. The W3C Web Services Architecture group [Booth et al., 2004] describe a web services intermediary as:

\[
\text{... a Web service whose main role is to transform messages in a value-added way.}
\]

This definition implies that the intermediary lies along the path of a message as it flows between the requester and provider. Multiple intermediaries may exist along this path and they are invoked in a sequential manner [Singhal et al., 2007]. An example of an intermediary is an XML gateway that applies security enhancements to a web services message at it travels between endpoints. This example demonstrates that the meaning of the message is never changed when value is added to it by an intermediary[Booth et al., 2004].

2.2.3 Web Services Transaction Process

A web services transaction may be broken into three stages: messaging, description and discovery [Hirsch et al., 2006]. Figure 2.4 illustrates the relationship between these components. The
discovery stage permits a requester to identify the provider hosting the web service it wishes to consume. This discovery exposes the description of the web service or points to a location where the description resides.

The description phase defines the interface exposed by a web service [Booth et al., 2004]. The requester uses this description to establish what messaging and transport protocols to use and how to use them to communicate with the provider.

Messages are created and formatted according to these descriptions at the messaging stage [Hirsch et al., 2006]. The messages are placed on the network utilising the transport protocols mentioned by the description stage.

Figure 2.4 may be seen to suggest a tightly coupled relationship. This is not the case because messages can be created without the need for a description phase if the application developer already knows the nature of the web service. A discovery phase is also not required if the application developer has prior knowledge of the location of the service. However, the stages provide a guide as to how a web services transaction may be approached when no prior knowledge of the location or nature of a web service is held.

Two of the stages mentioned in this section can be directly mapped onto the general web services definition provided in section 2.2.1.2 because the definition makes explicit mention of
messaging and description protocols. The messaging protocols mentioned in the definition are utilised in the messaging stage and the description protocols are utilised in the description stage. The discovery stage is not dealt with in the definition but this omission has no bearing on the research presented.

2.2.3.1 Discovery

The web services discovery component provides a requester with the location information of a provider [Hirsch et al., 2006]. Hirsch et al. [2006] suggest the following four ways this may be done:

1. The provision of information about the service location via “out-of-bands” mechanisms such as email.
2. The extraction of location information from a previously known source such as a web site.
3. The use of a repository such as UDDI.
4. Identity-based discovery services that provide location information based on the identity of the requester.

The first two require human intervention and fall out of scope because this thesis is concerned with web services implementations and not the human users of web services. The use of a repository and discovery service allows for machine driven discovery [Hirsch et al., 2006]. However, the adoption of machine driven discovery such as UDDI is hindered by issues such as trust [Wright, 2005].

This thesis is concerned with end-to-end security and that of web services messages in particular. The discovery stage provides information concerning the location of a web service and has no bearing on the securing of web services messages themselves. Therefore, this thesis does not deal with the discovery stage in its investigation. A brief mention of this aspect is given here for the sake of providing a complete overview of web services. It is assumed that if discovery takes place it is via one of the out-of-band methods such as the first two discovery methods listed by Hirsch et al. [2006].

2.2.4 Summary

Web services may be generically described as a product of four components: XML; a description protocol; a messaging protocol and an application protocol. These four components constitute
the web services that are the focus of further discussions presented in this thesis.

The web services discussed in the thesis have two common entities: a provider and requester. Optional intermediaries may also exist along the message path between these common entities, although this is dependent on the web services implementation. The entities engage in transactions through the stages of discovery, description and messaging. The discovery stage is irrelevant to this thesis as it does not affect the end-to-end security of web services messages.

This section’s discussion is limited to a generic analysis; specifics are avoided. The following sections discuss two common implementations of web services: SOAP and REST. A simple calculator example is utilised to demonstrate the aspects of these implementations.

2.3 Web Services Demonstration

A simple calculator web service is provided to demonstrate the messaging and description stages of both SOAP and REST web services. The requester sends two integers to the provider and calls either the add or subtract functionality offered at the provider. This example is similar to that provided by the Web Services Interoperability Technologies (WSIT) tutorial [Sun Microsystems, 2007h] and it is built following the instructions in the tutorial. SOAP web services are the first approach that this demonstration is applied to.

2.4 SOAP Web Services

SOAP web services are a popular W3C driven implementation of web services. Messaging is carried out by the SOAP protocol and description by the Web Services Description Language (WSDL) [Wright, 2005]. Each of these components are briefly examined in the context of the calculator web service example.

2.4.1 Messaging

Messaging in the SOAP web services approach is carried out by the SOAP protocol [Booth et al., 2004]. The W3C provides the following definition for the latest version of the SOAP protocol at the time of writing:

SOAP Version 1.2 (SOAP) is a lightweight protocol intended for exchanging structured information in a decentralised, distributed environment. It uses XML technolo-
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eties to define an extensible messaging framework providing a message construct that can be exchanged over a variety of underlying protocols [Gudgin et al., 2007].

SOAP’s XML foundation allows it to leverage the XML advantages of extensibility and platform neutrality. Extensions may be applied to the SOAP protocol to add extra functionality such as security. SOAP messages may be transported by a variety of networking protocols such as SMTP and HTTP.

The envelope messaging structure defined by SOAP carries two types of information: the “application payload” and “control information” [Gudgin et al., 2007]. The application payload resides in the SOAP body and contains information intended for an endpoint [Gudgin et al., 2007]. Examples of this payload include information required to invoke a web service and a result returned by the web service to the requester. Control information resides in the SOAP header. Examples of control information include message security and routing information.

```xml
<S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">
  <S:Header>
    <To xmlns="http://www.w3.org/2005/08/addressing">
      http://www.w3.org/2005/08/addressing/anonymous
    </To>
  </S:Header>
  <S:Body>
    <add xmlns="http://tham.org/">
      <i>1</i>
      <j>1</j>
    </add>
  </S:Body>
</S:Envelope>
```

The `<S:Header>` element in the snippet contains all the headers of this SOAP message. In this example, one optional header is shown: `<To xmlns="http://www.w3.org/2005/08/`
addressing">. This header is defined according the Web Services Addressing specification [Gudgin et al., 2006] and provides the Uniform Resource Identifier (URI) [Mealling and Denenberg, 2002] of a target endpoint. The value of http://www.w3.org/2005/08/addressing/anonymous indicates that this information is not available.

The <S:Body> element contains the application payload required to invoke the web service. In this case it calls the add operation of the web service and passes two integers to it.

The web services requester requires prior knowledge of the requirements of a web service to create an appropriate SOAP message. This knowledge is provided by the WSDL.

### 2.4.2 Description

The Web Services Description Language (WSDL) is a W3C recommendation for a language that describes a web service [Chinnici et al., 2007]. This description allows for the machine-to-machine interaction mentioned in the definition provided in section 2.2.1.2. A machine can read in a WSDL document and automatically generate the described SOAP message.

The language provides both an abstract and concrete description of a web service. The abstract description specifies the content of SOAP messages. The concrete description details how SOAP messages should be transported between the requester and provider. WSDL version 1.1 is used in this thesis [Christensen et al., 2001]. Although WSDL 2.0 [Chinnici et al., 2007] is the latest WSDL version, it was approved at the end of the testing reported in this thesis.

WSDL version 1.1 describes a WSDL document as “simply a set of definitions” [Christensen et al., 2001]. The WSDL definitions of the calculator web service example are discussed next.

#### 2.4.2.1 Abstract Definition

Abstract definitions in WSDL 1.1 are composed of three sections: types; message and portType [Christensen et al., 2001]. The <types> element describes the data types utilised in SOAP messages. The <message> elements provide a “logical” structural description of these messages and the <portType> element describes the web service operations targeted by the messages [Christensen et al., 2001].

The following snippet illustrates the <types> element of the calculator web service:

```xml
<types>
    <xsd:schema>
        <xsd:import
```
WSDL allows for the referencing of eternal XML schemata that define the types utilised in a WSDL document [Christensen et al., 2001]. The calculator web service's WSDL document contains a reference to an external schema and the schema definition of an add type is shown in the following snippet:

```xml
<xs:complexType name="add">
  <xs:sequence>
    <xs:element name="i" type="xs:int"/>
    <xs:element name="j" type="xs:int"/>
  </xs:sequence>
</xs:complexType>
```

This add complex type is composed of two integers and is used to define the add element in the same schema:

```xml
<xs:element name="add" type="tns:add"/>
```

This element is utilised in the `<message>` element of the WSDL document:

```xml
<message name="add">
  <part name="parameters" element="tns:add"/>
</message>
```

The `<part>` element in a `<message>` element describes the contents of a SOAP message [Christensen et al., 2001]. The `<message>` element describes the parameters required to invoke the add operation of the calculator web service. These parameters are of the add type and this type is defined in the external schema as two integers.

The final part of abstract definition is the `<portType>` element:
The `<portType>` element defines web service operations as a set of input and output messages [Christensen et al., 2001]. In the case of the calculator web service example, the add message described in the `<message>` element is used to define the message sent to invoke the add operation of the service. The constructed SOAP message will carry two integers that are parameters to the add operation. The concrete description part of WSDL is discussed next.

### 2.4.2.2 Concrete Description

The concrete description of WSDL describes how messages specified in the abstract description should be transported [Nadalin et al., 2006a]. WSDL utilises three components to provide a concrete description: the `<binding>`, `<port>` and `<service>` elements [Christensen et al., 2001]. The `<binding>` element specifies the protocol that the messages will be sent with. The `<port>` element provides a URI of the SOAP message destination and the `<service>` element groups ports that have a relationship to each other.

The following snippet shows part of the `<binding>` element:

```xml
<binding name="CalculatorWSPortBinding"
  type="tns:CalculatorWS">
  <soap:binding transport="http://schemas.xmlsoap.org/soap/http"
    ...>
    ...
  </soap:binding>
</binding>
```

Each binding refers to a specific `<portType>` element and this snippet shows the binding for the portType CalculatorWS. This is the portType shown in section 2.4.2.1. The binding also specifies that HTTP is used in sending the messages. The URI of the target endpoint is held in the `<port>` element inside the `<service>` element as illustrated in the following snippet:
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<service name="CalculatorWSService">
  <port name="CalculatorWSPort"
    binding="tns:CalculatorWSPortBinding">
    <soap:address location="http://146.231.121.204:8080/
      CalculatorWSService/CalculatorWS"/>
  </port>
</service>

This snippet shows that the message is to be sent to the provider at the http://146.231.121.204:8080/CalculatorWSService/CalculatorWS URI. Since there is only one port-Type and consequently one binding, only one port appears in the <services> element. A full version of the WSDL file used to generate the SOAP message shown in section 2.4.1 without a SOAP header, is provided in Appendix A.

2.4.3 Summary

SOAP web services facilitate machine-to-machine interactions through the WSDL which specifies the SOAP messages passed during machine communication. However, SOAP web services are criticised for the level of complexity they introduce [Richardson and Ruby, 2007]. Such criticism has lead to the development of alternative web services approaches, for example the RESTful approach.

2.5 RESTful Web Services

The acronym REST is first discussed by Fielding [2000] in his PhD dissertation on HTTP. The chief mantra behind REST web services is to put the “web back into web services” [Richardson and Ruby, 2007]. This is realised by utilising HTTP to facilitate web services transactions.

Richardson and Ruby [2007] state that REST, as discussed by Fielding [2000], is a set of architectural principles that may be adhered to in various implementations. The term RESTful denotes whether an implementation adheres to these principles. According to Richardson and Ruby [2007], two principles must be evident in a RESTful implementation. Firstly, instructions concerning what a provider must do with the data it receives must be expressed using standard
HTTP methods such as GET, POST and DELETE. Secondly, all data sent to the provider must be placed in the HTTP URI.

It is possible to use SOAP in a RESTful manner but a major difference between the SOAP approach and the RESTful approach is that the SOAP approach does not need HTTP for its transport. The web services definition provided in 2.2.1.2 makes explicit mention of HTTP but does not limit SOAP web services to utilising HTTP. Other protocols such as SMTP may also be utilised in an implementation of SOAP web services [Booth et al., 2004].

Another difference becomes apparent when web services messages are considered as documents wrapped in “envelopes” [Richardson and Ruby, 2007]. SOAP web services wrap their documents in a SOAP envelope structure and REST web services wrap their documents inside an HTTP envelope. Instead of utilising the HTTP URI to send data to a provider and the HTTP method to instruct the provider on how to process the data, all this information is bundled inside the SOAP message as shown in section 2.4.1. This further reinforces the earlier assertion that the RESTful approach is fundamentally tied into HTTP and the SOAP approach is not.

Therefore, a RESTful web service cannot exist without HTTP in much the same way as a SOAP web service cannot exist without SOAP. A more detailed description of the RESTful approach according to the messaging and description stages is provided in this section.

### 2.5.1 Messaging

Messaging in the RESTful web services approach is provided through a combination of HTTP and XML. A packet capture of a RESTful calculator web service transaction is shown in the following snippet:

```
GET /RestfulCalc/resources/add?i=1&j=5 HTTP/1.1
Host: 146.231.121.204:8080
Connection: Keep-Alive

HTTP/1.1 200 OK
X-Powered-By: Servlet/2.5 Server: Sun Java System Application Server 9.1
Content-Type: application/xml
Content-Length: 18
Date: Thu, 27 Sep 2007 09:06:44 GMT

<result>6</result>
```
The first part of the packet capture shows a RESTful request. The HTTP GET method implies that a result must be returned by the provider. The URI details that the web service’s add functionality is to be called and the two HTTP parameters in the URI specify two integers that need to be added.

The second part of the packet capture demonstrates the response sent by the provider to the requester. HTTP codes are utilised to provide feedback on the success of the operation [Richardson and Ruby, 2007]. In the example shown, the operation is successful and the response is accompanied by the HTTP success code 200 [Fielding et al., 1999]. The enveloping nature of HTTP is also demonstrated by the XML representation of the result that is carried in the response. In a World Wide Web (WWW) [Jacobs and Walsh, 2004] transaction this would typically be a Hypertext Markup Language (HTML) document [Raggett et al., 2005]. However, RESTful web services utilise XML documents to facilitate communication between the requester and provider.

The simplicity of REST may render the description phase defunct as the URI of the web service may describe the web service. For example, the URI utilised in the snippet may be used to accurately extrapolate that the web service it references provides a calculator with addition functionality. A description stage may however be required when the URI does not accurately represent the nature of a RESTful web service.

2.5.2 Description

The general web services definition provided in section 2.2.1.2 requires that a web service has a description provided in an XML-based format. Most current RESTful web services are described by a combination of text documents and XML schemata [Hadley, 2006]. This combination may not be fully machine processable. The Web Application Description Language (WADL) [Hadley, 2006] provides a machine-processable answer to the description of RESTful web services.

Richardson and Ruby [2007] define WADL more clearly than its technical specification by Hadley [2006] as:

... an XML vocabulary for expressing the behaviour of HTTP resources.

Such an XML resource may be a RESTful web service. The following snippet demonstrates what part of a WADL document would look like for the RESTful calculator example. The full WADL file is provided in Appendix B. The WADL specification is used as a guideline in generating the WADL file:

```xml
<?xml version="1.0" encoding="UTF-8" standalone="yes"?>
<application xmlns="http://research.sun.com/wadl/2006/10">
```
The <resources> element is utilised for grouping a set of related resources together [Hadley, 2006]. The WADL snippet shows only the resource corresponding to the add functionality.

Within each <resource> element a <method> element is named by the corresponding HTTP method that will be used by the requester to invoke the resource. In the example, the <method> element is named GET and this refers to the HTTP GET method [Fielding et al., 1999].

The <method> element contains the two sub-elements: <request> and <response>. The <request> element shown in the example specifies the parameters to be added to the URI and the <response> element specifies how the result will be returned.

WADL is still in its infancy and not widely deployed [Richardson and Ruby, 2007]. This is further evidenced by the author’s experiences in developing the two calculator web service examples. The generation of a WSDL document for the SOAP calculator web service is trivial because a tool such as Java2WSDL automatically generates a WSDL document. The generation
of a WADL document is completed by hand because the Glassfish Project [Sun Microsystems, 2007d] includes only a WADL-to-Java converter and not a Java-to-WADL converter. However, WADL still has the potential to play a role similar to that played by WSDL in SOAP web services.

2.5.3 Summary

The simplicity of RESTful web services is evident when messaging and description protocols are considered. WADL and WSDL describe web services offering the same functionality, yet the RESTful approach provides a much simpler and streamlined description. One of the major advantages of the SOAP web services approach is the automatic generation of messages via the machine processable WSDL [Richardson and Ruby, 2007]. WADL provides an opportunity for the realisation of the same advantage with RESTful web services.

A comparison of SOAP and REST is provided next for the purposes of selecting an appropriate approach for the security analysis in this thesis.

2.6 Comparison of SOAP and REST

There is a long standing debate that is engaged in answering which of the SOAP and RESTful web services is the better approach? For example zur Muehlen et al. [2005] attempt to answer which of the two provides the best approach for web services choreography and Richardson and Ruby [2007] evaluate the SOAP approach according to the same rules of analysis they apply to RESTful web services.

An overall conclusion on which approach is better is out of scope, although the comparisons in the preceding examples agree that both approaches have some degree of merit to them. Richardson and Ruby [2007] suggest that SOAP web services have more of a value proposition in distributed systems that are characterised by multiple role-players interacting across different domains.

The standpoint that each approach has its merits is shared by the author. A decision is made on which approach is the more appropriate for an analysis of end-to-end mobile web services security. This decision does not imply that one approach is more secure than another, but that one approach is more suitable for the investigation carried out in this thesis.

The two criteria used in this selection are: the interoperability of the potential security employed by each approach; and the applicability of the end-to-end argument to these mechanisms. An argument for the selection of SOAP is presented based on the assertion that SOAP allows for
better interoperability than RESTful web services when security is applied. In addition, the end-to-end security argument makes more sense when considered in the context of SOAP security.

### 2.6.1 Secure Interoperability

The argument that SOAP web services allow for more interoperability than RESTful web services seems indefensible when SOAP’s interoperability criticisms are considered. For example, Richardson and Ruby [2007] argue that RESTful web services allow for better interoperability than SOAP web services. However, when security mechanisms are applied, RESTful web services fall short in that there is no standard mechanism to convey security requirements between the requestor and provider. This poses an interoperability problem as the two endpoints may not have the means to agree on a security configuration required for interaction. Further analysis of this situation is as follows:

RESTful web services messages primarily rely on HTTP security. This often has its form in the Transport Layer Security protocol (TLS) [Dierks and Rescorla, 2006]. Since RESTful response messages carry XML documents, the XML Encryption and XML Signature standards may also be applied to these XML documents. TLS and/or XML Encryption may be utilised to achieve message confidentiality and message integrity may be achieved by XML Signature. The same applies to SOAP web services as TLS, XML Encryption and XML Signature may be used to secure SOAP messages.

Security in RESTful web services is limited by the absence of a standard mechanism to share security requirements. Tyagi [2006] states among other reasons, that SOAP web services must be used instead of RESTful web services when:

- The architecture must address complex nonfunctional requirements. Many web services specifications address such requirements and establish a common vocabulary for them. Examples include Transactions, Security, Addressing, Trust, Coordination, and so on. With the RESTful approach, developers must build this plumbing into the application layer themselves.

WADL is the most standard mechanism for REST, encountered by the author, that allows a provider and requester to share requirements. However, WADL does not provide for the exchange of security requirements. The communication of security requirements through WSDL is enabled by the WS-Policy specification [Vedamuthu et al., 2007a].

It may be argued that TLS provides adequate security for RESTful web services and that the requirements for a TLS session do not need to be explicitly expressed before instantiating the
session. This is true when the inclusion of the string “https://” at the beginning of the URI is enough information to indicate the requirement for TLS. However, this argument limits RESTful web services to a dependence on TLS in a manner that SOAP web services are not. For example a RESTful web service provider has no standard manner to express that it utilises the XML Encryption standard or how it utilises this standard. Instead the developer of the provider must attempt to express this information with an out-of-bands mechanism. However, a SOAP web service may express all of its security requirements through WSDL [Nadalin et al., 2006a].

It is the author’s opinion that it does not matter that TLS may render the XML Encryption standard redundant for RESTful web services. In the event of a provider employing a security mechanism other than TLS, the challenge still remains in expressing the security requirements in a standard manner.

2.6.2 Application of the End-to-End Argument

The end-to-end argument introduced in section 1.2 may be applied in a point-to-point scenario, that is, a web services scenario composed of a requester and provider only. This point-to-point scenario is apparent in a RESTful web services interaction as no intermediaries are supported by the RESTful approach. An HTTP session is established directly between two endpoints. However, an analysis of end-to-end security with such an approach is meaningless as there is no differentiation between point-to-point security and end-to-end security. The same mechanisms that achieve point-to-point security will achieve end-to-end security.

SOAP web services support the intermediary role through the extensibility of the SOAP header. This header carries security configuration information and the extensibility of the SOAP protocol allows various parts of a SOAP message to be secured from one endpoint to another, with the existence of intermediaries.

The existence of intermediaries also means that point-to-point security is inadequate as such security only applies from one endpoint to its closest intermediary. Therefore, SOAP web services allow a distinction to be drawn between point-to-point and end-to-end security. The analysis presented in this thesis is better aided when considered in the context of SOAP web services as end-to-end security mechanisms can be more clearly identified. A deeper discussion of end-to-end security mechanisms is provided in the following chapter.
2.6.3 Summary

SOAP web services are the preferred approach for the investigation carried out in this thesis. The utilisation of RESTful web services requires the definition of a standard security requirements communication mechanism. Further difficulty is encountered by the lack of a distinction between end-to-end security and point-to-point security within RESTful web services. These obstacles are overcome with SOAP web services.

Given that RESTful web services are eliminated from the discussion of this thesis, the general web services definition provided in 2.2.1.2 is no longer necessary. A more tightly constrained web services definition based on SOAP is adopted for this thesis.

The W3C Web Services Architecture document [Booth et al., 2004] provides a web services definition as follows:

A Web service is a software system designed to support interoperable machine-to-machine interaction over a network. It has an interface described in a machine-processable format (specifically WSDL). Other systems interact with the Web service in a manner prescribed by its description using SOAP messages, typically conveyed using HTTP with an XML serialisation in conjunction with other Web-related standards [Booth et al., 2004].

This definition meets the requirements of this thesis as it mentions the WSDL and SOAP messages which have been motivated in this section to best facilitate the discussion on web services security presented.

2.7 Summary

RESTful and SOAP web services are two pervasive web services implementations that cannot be ignored due to their popularity. Justifications must be given when selecting one approach as opposed to the other. This is particularly important in this thesis as the selection of SOAP may be non-intuitive.

RESTful web services are simpler and generate less network traffic than SOAP web services. This makes them an ideal implementation for mobile web services which operate in a resource constrained environment. Despite SOAP web services being less desirable than RESTful web services on the mobile device, this thesis is not concerned about the implementation of mobile web services per se. Rather it is concerned with an investigation into interoperable end-to-end security for mobile web services. This investigation is better performed with SOAP web services.
When an end-to-end web services security analysis is needed, SOAP web services become a more appropriate choice for the analysis than RESTful web services. The maturity of SOAP web services partly manifests in a standard mechanism for conveying security requirements. The support for intermediaries by the SOAP web services approach allows for a meaningful discussion of end-to-end security.

SOAP is therefore selected for the value it will add to the security analysis of this thesis. However, this does not mean that SOAP web services are more secure than RESTful web services because TLS may adequately meet the message security needs of RESTful web services. The following chapter analyses end-to-end security for web services.
Chapter 3

Web Services Security

3.1 Introduction

This chapter discusses SOAP web services security. The *NIST Guide to Secure Web Services* document provides the most recent comprehensive discussion of SOAP web services security found, in literature, by the author [Singhal et al., 2007]. The analysis from this recommendation document is utilised, in the first part of this chapter, to set the foundation for the identification of end-to-end web services security mechanisms in latter parts of the chapter.

Web services security may be considered a subset of information security as shown in Figure 3.1 [Singhal et al., 2007]. Four types of web services security may be identified and these types
are split into the domains shown in Figure 3.1. The messaging domain is identified as the type of web services security with which this thesis is concerned. The challenges that must be met in providing this type of security and the threats that hinder its realisation are reviewed. These challenges and threats allow security approaches to be analysed and their suitability for providing end-to-end message security to be determined. Message level security is found to be the most suitable approach and its implementation, directed by the WS-Security specification [Nadalin et al., 2006a], is discussed.

Some general information-security concepts are applicable to web services security because web services security is a subset of information security [Singhal et al., 2007]. These concepts are introduced within this chapter.

### 3.2 Web Services Security within Information Security

The field of information security is very wide as evidenced by the security concepts defined in the NIST Glossary of Information Security Terms document [Kissel, 2006]. NIST identify the following general security concepts that relate to web services: authentication; authorisation; integrity; non-repudiation; confidentiality and privacy [Singhal et al., 2007]. These concepts are defined by NIST as follows [Singhal et al., 2007]:

**Confidentiality:** Preserving authorised restrictions on information access and disclosure, including means for protecting personal privacy and proprietary information.

**Integrity:** The property that data has not been altered in an unauthorised manner while in storage, during processing, or in transit.

**Authentication:** Verifying the identity of a user, process, or device, often as a prerequisite to allowing access to resources in an information system.

**Authorization:** The permission to use a computer resource, granted, directly or indirectly, by an application or system owner.

**Non-repudiation:** Assurance that the sender of information is provided with proof of delivery and the recipient is provided with proof of the sender’s identity, so neither can later deny having processed the information.

**Privacy:** Restricting access to subscriber or relying party information in accordance with Federal law and organization policy.
NIST assume these concepts are relevant to web services because they are relevant to web applications [Singhal et al., 2007]. This assumption is based on an assertion that web services and web applications share the same underlying architecture, for example HTTP. The previous chapter’s analysis attests that such an assertion is not always true because SOAP is transport protocol neutral. Web services need not utilise the same underlying architecture as web applications.

Despite this limited reasoning by NIST, the author is of the opinion that the concepts they identify are nevertheless relevant. These concepts are corroborated by other authors who identify a similar set of concepts when discussing web services security. Kearney et al. [2004b] identify the same concepts, other than privacy, and the discussion on security by Hirsch et al. [2006] also refers to these concepts. The security concepts identified by NIST are accepted here because of the consensus between authors in regards to their relevance.

Figure 3.1 on page 32 shows that web services security may be split into four domains. The general security concepts identified here fall into these domains.

### 3.3 Web Services Security Domains

NIST group different aspects of web services security into the domains of messaging, resource, negotiation and trust [Singhal et al., 2007]. The messaging domain is discussed in detail here because it deals directly with web services messages and the end-to-end argument presented in section 1.2.

The resource, negotiation and trust domains are not considered because they deal with issues that are irrelevant to the process of securing web services messages [Singhal et al., 2007]. For example, the negotiation domain deals with the establishment of agreements between the requester and provider [Singhal et al., 2007]. ebXML is a technology commonly advocated to support such an establishment. It facilitates the establishment of agreements on a different process or channel within which web services transactions occur [Grangard, 2001]. This demonstrates that agreements may dictate what security to apply to a message but their establishment is independent of the process of securing the message. This thesis is concerned with the security agreed upon as opposed to the mechanisms that lead to this agreement. The messaging domain is considered as it is the only domain that deals directly with securing web services messages.

#### 3.3.1 Messaging

The messaging aspect of web services security is concerned with securing messages as they travel along a network within a web services environment [Singhal et al., 2007]. Kearney et al. [2004b]
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refer to this aspect as communications security because it involves securing the communications channel along which messages flow.

The security concepts related to this area of web services security are confidentiality, integrity and authentication [Singhal et al., 2007]. Threats to a SOAP message’s confidentiality and integrity exist because SOAP was not designed with inherent security and SOAP messages may travel over the open Internet. Authentication is necessary because messages from authorised entities need to be distinguished from those of malicious entities [Kearney, 2005]. The challenges and threats specific to the messaging domain are elaborated upon in the following section.

3.4 Threats and Challenges

Web services present a security paradigm shift because they challenge traditional security assumptions and practises [Khoo and Zhou, 2004]. One such practise is the deployment of firewalls. Protecting web services with traditional firewalls is inadequate because SOAP messages are often transported by HTTP. Most traditional firewalls do not validate the data payload that passes through the HTTP ports, 80 and 443.

Some arguments have been made for the integration of firewalls into web services security. Cremonini et al. [2003] make a case for the deployment of “Semantic-firewalls” which analyse the content and meaning of SOAP messages. However Cremonini et al. [2003] do not advocate firewalls as a sufficient security mechanism but as one complementary to other web services security mechanisms. The practise of protecting web services with firewalls also requires a shift in security thinking. The challenge of providing security according to the web services paradigm and the threats that may prevent its realisation are discussed in this section.

3.4.1 Web Services Security Challenges

The WS-I identify a set of challenges in providing message security and a set of threats to these challenges [Schwarz et al., 2007]. This identification forms a requirements document for their work on specifying interoperable web services security in the Basic Security Profile [McIntosh et al., 2007]. This thesis adopts these same requirements since interoperable web services security is one of its research goals as presented in section 1.5 on page 5.

The WS-I identify the following security challenges [Schwarz et al., 2007]:

- data confidentiality;
- data integrity;
Peer authentication refers to establishing the identity of a web services entity [Schwarz et al., 2007]. This type of authentication is insufficient because the extensibility of SOAP allows intermediaries to insert parts into a SOAP message. It is necessary to identify and authenticate each SOAP message part according to its creator. This is referred to as data authentication [Schwarz et al., 2007].

The second challenge identified by the WS-I is data integrity which is defined as follows by RFC 2828 [Shirey, 2000]:

The property that data has not been changed, destroyed, or lost in an unauthorised or accidental manner [Shirey, 2000].

The WS-I differentiate this term from its usage in information management by stating that integrity is concerned with detecting message “alteration even when under active attack” [Schwarz et al., 2007]. The challenge of web services message integrity is to ensure that a SOAP message is not changed by accident or by a malicious entity as it travels along the communication path.

Data confidentiality is the third challenge identified by the WS-I and it requires that a SOAP message part is viewed by intended recipients only [Schwarz et al., 2007]. The extensibility of SOAP complicates this challenge because it allows SOAP message parts to have different recipients. Protection needs to be provided against genuine web service transaction entities viewing SOAP message parts not intended for them.

The final challenge identified by the WS-I is that of message uniqueness and they define it as:

... the ability to insure that a specific message is not resubmitted for processing [Schwarz et al., 2007].

An attacker may capture a legitimate SOAP message and resend it to a provider. This may have unintended consequences such as billing a client twice for one transaction. Mechanisms that detect the resubmission of messages must be provided to meet this challenge.
3.4.2 The Criteria for End-to-End Messaging Security

The web services security challenges of authentication, confidentiality and integrity correspond to the security concepts relevant to the messaging domain and described by NIST [Singhal et al., 2007]. The WS-I introduce one extra challenge not considered by NIST and that is message uniqueness. This addition is complementary to the taxonomy by NIST because it does not contradict any of the concepts they highlight. The challenges of confidentiality, integrity, authentication and message uniqueness are considered as the goals to be achieved by web services messaging security.

These challenges provide criteria for a test for end-to-end messaging security. An end-to-end security approach is considered as one capable of meeting the messaging security challenges end-to-end. To this end the strategies and mechanisms mentioned in the rest of this thesis are tested for this capability. Messaging security threats work against the realisation of these challenges.

3.4.3 Messaging Security Threats

The WS-I identify a set of threats that may prevent the realisation of the challenges of confidentiality integrity, authentication and message uniqueness [Schwarz et al., 2007]. These threats are defined as follows [Schwarz et al., 2007]:

**Message Alteration:** The message information is altered by inserting, removing or otherwise modifying information created by the originator of the information and mistaken by the receiver as being the originator’s intention.

**Confidentiality:** Information within the message is viewable by unintended and unauthorized participants.

**Falsified Messages:** Fake messages are constructed and sent to a receiver who believes them to have come from a party other than the sender.

**Man in the Middle:** A party poses as the other participant to the real sender and receiver in order to fool both participants.

**Principal Spoofing:** A message is sent which appears to be from another principal.

**Forged claims:** A message is sent in which the security claims are forged in an effort to gain access to otherwise unauthorized information.
Replay of Message Parts: A message is sent which includes portions of another message in an effort to gain access to otherwise unauthorized information or to cause the receiver to take some action.

Replay: A whole message is resent by an attacker.

Denial of Service: (The) attacker does a small amount of work and forces (the) system under attack to do a large amount of work.

Table 3.1: Mapping of web services message goals and threats by Schwarz et al. [2007]

<table>
<thead>
<tr>
<th>Threat</th>
<th>Data Confidentiality</th>
<th>Data Integrity</th>
<th>Peer Authentication</th>
<th>Data Authentication</th>
<th>Message Uniqueness</th>
</tr>
</thead>
<tbody>
<tr>
<td>Message Alteration</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Confidentiality</td>
<td>*</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Falsified Messages</td>
<td></td>
<td>*</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Man in the Middle</td>
<td></td>
<td></td>
<td>*</td>
<td>*</td>
<td></td>
</tr>
<tr>
<td>Principal Spoofing</td>
<td></td>
<td></td>
<td></td>
<td>*</td>
<td>*</td>
</tr>
<tr>
<td>Forged Claims</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Replay of Message Parts</td>
<td></td>
<td></td>
<td>*</td>
<td></td>
<td>*</td>
</tr>
<tr>
<td>Replay</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Denial of Service</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>*</td>
</tr>
</tbody>
</table>

These threats may be mapped onto the SOAP message security goals identified in section 3.4.1. This mapping is shown in table 3.1 [Schwarz et al., 2007]. The identification of threats to confidentiality and integrity is straightforward as the threats are antithetical to the challenges. Threats to authentication arise from the problem of establishing identity during a web services transaction. The threats to message uniqueness are based on the failure to discriminate between messages.

Table 3.1 may give the incorrect perception that threats may be dealt with in isolation under each challenge. However, some overlap between challenges may be encountered when mitigating certain threats. An example is a variant of the man in the middle attack which relies on “active wiretapping” defined by RFC 2828 [Shirey, 2000] as:
An attack that intercepts and accesses data and other information contained in a flow in a communication system.

With this attack, an attacker intercepts a message for the sake of eavesdropping. The attacker does not need to assume an identity but only requires a copy of the message stream as the message is transmitted. Meeting the challenge of authentication is inappropriate to mitigate this threat if the challenge of confidentiality is not met.

### 3.5 Web Services Messaging Security Stack

![Layered architecture diagram](image)

Figure 3.2: Web services security layers [Kearney et al., 2004a].

Layered architectures are a popular mechanism for describing networked systems, for example the layered OSI reference model [Jeckle and Wilde, 2004, Zimmermann, 1988]. The layering and separation of concerns adhered to by layered architectures allows the security functions within a networked system to be more clearly identified.

NIST categorize web services security functions according to the OSI reference model, for example deployment of a dedicated line at the link layer, TLS at the transport layer and XML Encryption at the application layer [Singhal et al., 2007]. Jeckle and Wilde [2004] derive a web services protocol stack with layers that mirror the functionality of the OSI model’s layers, for example the Internet protocols that transport SOAP messages are placed at the bottom layer of their stack. This layer corresponds to the physical layer in the OSI model. Jeckle and Wilde [2004]
place SOAP message security at the “transport layer” of their stack because security functionality is found in the transport layer of the OSI model. Geuer-Pollmann and Claessens [2005] position security within a “WS-*” specification stack. This stack layers SOAP web services specifications but it does not adhere to the separation of concerns principle because some layers overlap. However, a distinction between layers containing Internet protocol security and layers containing SOAP security is made.

Despite the different layered web services models, a trend towards the separation of Internet protocol security and SOAP message security is apparent. Figure 3.2 better illustrates this separation through the 3 layers of web services security identified by Kearney et al. [2004a] : transport layer; message layer; and message content layer. Each of these layers are independent of each other as dictated by the separation of concerns principle.

### 3.5.1 Transport layer security

![Image](Figure 3.3: Transport layer security when multiple hops exist.)

Securing the underlying Internet protocols that carry SOAP messages is done at the transport layer [Kearney, 2005]. This layer may be mapped to the network and transport layers of the OSI stack and examples of security at this layer are TLS and virtual private networks. This type of security encapsulates the higher layers shown in figure 3.2, for example TLS will encrypt an entire message payload regardless of the security deployed at a higher layer.

Although Kearney [2005] states that transport layer security is commonly adopted, its suitability for web services is criticised. NIST and Kearney [2005] affirm that transport level security can only guarantee security between an endpoint and its closest intermediary [Singhal et al., 2007]. If the intermediaries are untrusted, there is no way to guarantee a message’s security from one endpoint to another. Figure 3.3 illustrates a scenario where the requester has no way of ensuring that the second TLS connection is ever instantiated.

A related criticism of transport security is the lack of transport independence [Singhal et al.,...
2007]. The close coupling of security with transport protocols is problematic because security will be terminated and instantiated with each transport link. This is illustrated in figure 3.3 where two TLS connections are instantiated for one transaction. The termination of the first connection and the instantiation of the second requires security information to be repackaged and transferred from one connection to another [Singhal et al., 2007]. This may result in security vulnerabilities from poor security implementations of this complex transfer. The endpoints have no control over the quality of this protection along the entire message path because they rely on the quality of the security implemented by intermediaries.

Transport layer security also protects the entire message payload and this makes it impossible to protect individual message parts [Khoo and Zhou, 2004]. The protection of individual parts of a message is important when it is undesirable for certain intermediaries to access some message parts.

3.5.1.1 The Transport Layer and End-to-end Security

Transport layer mechanisms such as TLS may provide protection against all the threats mentioned in section 3.4.3. TLS allows for mutual authentication to mitigate the authentication threats and it provides encryption to mitigate the confidentiality threats [Schwarz et al., 2007]. The deployment of message authentication codes (MAC) [Shirey, 2000] by TLS mitigates integrity threats [Dierks and Rescorla, 2006]. MAC will guarantee the message uniqueness of a TLS session only. The replay of a TLS session transporting a SOAP message can be detected but the replay of the SOAP message with different TLS sessions cannot be detected.

However, the previously mentioned transport layer criticisms indicate that the mitigation of the security threats cannot be achieved end-to-end when intermediaries exist. Intermediaries must be relied upon to mitigate threats along the message path. If an intermediary is unauthorised to access an entire message then confidentiality threats are inherent to transport layer security. The threats to data authentication are also inherent in transport layer security as this type of security authenticates an entire message and not individual parts. Transport layer security fails to provide end-to-end web services message security because it does not work at the required granularity. The need for finer-grained end-to-end web services security has led to the development of message layer security.
3.5.2 Message Layer Security

Message layer security secures SOAP messages themselves [Kearney, 2005]. XML security mechanisms provide security at this layer because SOAP is based on XML. XML Encryption provides mechanisms for encrypting XML documents and these documents may be signed using XML Signature. Since SOAP uses XML in a specific manner, WS-Security details how to use these XML security standards to secure SOAP messages [Nadalin et al., 2006a].

The criticisms levelled at transport layer security are dealt with by message layer security. Message layer security is not dependent on the communication links between web services entities. To this end criticisms based on transport protocol dependence are defeated. XML Encryption and XML Signature may be used to secure individual XML message parts. This fine granularity overcomes the transport layer criticism that individual message parts cannot be secured according to their intended recipients.

3.5.2.1 The Message Layer and End-to-end Security

The threats in section 3.4.3 may be mitigated end-to-end by message layer security. XML encryption mitigates confidentiality threats and XML Signature mitigates threats to authentication and integrity [Schwarz et al., 2007]. WS-Security defines mechanisms for authentication and mitigates threats to message uniqueness using unique message identifiers and timestamps [Nadalin et al., 2006a]. Although message layer security provides the end-to-end security for web services, the meaning of the security employed remains unestablished. This is the role of the message content layer.

3.5.3 Message Content Layer

The message content layer is unique to the analysis by Kearney [2005]. This layer is concerned with the meaning of security mechanisms deployed at lower levels, for example determining whether a digital signature means that the owner of the signing key has signed the message or that an entity with access to the signing key created the message [Kearney, 2005]. Such a consideration is relevant because the plausibility of signing key theft defeats non-repudiation.

This layer deals with security issues whose solutions are currently non technological [Schwarz et al., 2007]. This layer is not considered further as it is an undeveloped open issue that warrants future work of its own.
3.5.4 Summary

Both transport and message layer security may mitigate the threats identified in section 3.4.3. Transport layer security may meet web services security challenges in a point-to-point environment only. Message layer security can meet these challenges in an end-to-end manner.

It is possible to combine transport and message level security since they are independent. The WS-I Security Challenges, Threats and Countermeasures document [Schwarz et al., 2007] details how to implement such a combination but this is not considered here because end-to-end security cannot be provided by transport layer security. Combining transport layer security with message layer security does not add any value to the provision of end-to-end web services security.

3.6 WS-Security

It is the author’s experience that WS-Security is the pervasive specification for providing message layer security. SOAP headers are the mechanism for extending SOAP [Gudgin et al., 2007]. Since the SOAP specification leaves security to be implemented as an extension, WS-Security specifies the <wsse:Security> header to hold security information [Nadalin et al., 2006a]. A <wsse:Security> header carries security information for one recipient only and a <wsse:Security> header will be created for each entity that security information is intended.

Relevant parts of a <wsse:Security> header are used to illustrate the mechanisms employed by WS-Security. This header is taken from the WS-Security secured version of the calculator web service introduced in section 2.3 on page 18. A full version the header is available in Appendix C.

3.6.1 Confidentiality through Encryption

WS-Security specifies how XML Encryption is used to provide SOAP message confidentiality [Nadalin et al., 2006a]. The encryption strategy employed by WS-Security combines symmetric and asymmetric encryption [Ferguson and Schneier, 2003]. Figure 3.4 illustrates this strategy for a scenario where a requester sends a message to a provider. A requester encrypts a symmetric key using the provider’s public key. This symmetric key is used to encrypt parts of a message and the encrypted version of the symmetric key is attached to the message. The provider, on receipt of the message, will decrypt the encrypted symmetric key with its private
Figure 3.4: WS-Security encryption process [Nadalin et al., 2006a].
key and decrypt the remaining encrypted SOAP message parts with the decrypted symmetric key. The response will be encrypted by the provider and decrypted by the requester with the symmetric key which by then is mutually known.

Four critical elements required for this encryption strategy are the <ds:KeyInfo>, <xenc:EncryptedKey>, <xenc:ReferenceList> and <xenc:EncryptedData> elements.

The <ds:KeyInfo> element is not specific to the encryption process because it is defined by XML Signature [Eastlake et al., 2005]. This element is useful to XML Encryption because it references keys used in an encryption process. The following snippet shows an example of a <ds:KeyInfo> element:

```xml
<ds:KeyInfo xmlns:xsi...>
  <wsse:SecurityTokenReference>
    <wsse:KeyIdentifier
      ValueType="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-x509-token-profile-1.0#X509SubjectKeyIdentifier"
      EncodingType...">dVE29ysyFW/iD1la3ddePzM6IWo=
    </wsse:KeyIdentifier>
  </wsse:SecurityTokenReference>
</ds:KeyInfo>
```

The <ds:KeyInfo> may hold multiple <wsse:SecurityTokenReference> elements as defined in WS-Security [Nadalin et al., 2006a]. These elements hold references to security tokens. A security token may be referenced by either a URI, or a key identifier or a reference to where the token is embedded in the SOAP message. The <wsse:KeyIdentifier> element represents a subject key identifier and this identifier is used to identify a public key from a specific certificate [Housley et al., 1999].

The encrypted symmetric key is held inside the <xenc:EncryptedKey> element:

```xml
<xenc:EncryptedKey ...URI="#5002>
  <xenc:EncryptionMethod
    Algorithm="http://www.w3.org/2001/04/xmlenc#rsa-oaep-mgf1p"/>
  ...
```
The `<xenc:EncryptionMethod>` method specifies the algorithm utilised in encrypting the symmetric key [Imamura et al., 2005]. The algorithm used in the snippet is RSA with Optimal Asymmetric Encryption Padding (OAEP) [Kaliski and Staddon, 1998]. The `<xenc:CipherData>` element is mandatory as it holds the encrypted value of the symmetric key.

The parts of the message encrypted with symmetric key are referenced using the `<xenc:ReferenceList>` element:

```
<xenc:ReferenceList...>
    <xenc:DataReference URI="#5008">
    </xenc:DataReference>
...
</xenc:ReferenceList>
```

The `<xenc:ReferenceList>` element in the snippet points to the message part referenced by URI #5008. This message part is an `<xenc:EncryptedData>` element:

```
<S:Body...>
    <xenc:EncryptedData ... Id="5008">
        <xenc:EncryptionMethod
            Algorithm="http://www.w3.org/2001/04
            /xmlenc#aes128-cbc"/>
        <ds:KeyInfo...>
            <wsse:SecurityTokenReference>
                <wsse:Reference
                    ValueType="http://docs.oasis-open.org
                    /wss/oasis-wss-soap-message-security-1.1
                    \#EncryptedKey" URI="#5002"/>
            </wsse:SecurityTokenReference>
        </ds:KeyInfo>
    </xenc:CipherData>
```
The `<xenc:EncryptedData>` element also contains an `<xenc:EncryptionMethod>` element [Imamura et al., 2005] which specifies that the Advanced Encryption Standard (AES) algorithm ["NIST", 2001] is utilised to encrypt the SOAP body shown in section 2.4.1. The `<ds:KeyInfo>` element inside the `<xenc:EncryptedData>` points to the encrypted symmetric key through a direct reference represented by the `<wsse:Reference>` element. A mandatory `<xenc:CipherData>` holds the cipher text resulting from the encryption of the SOAP body.

### 3.6.1.1 Summary

WS-Security utilises a combination of elements specified by the XML Encryption and those specified by itself, to provide data confidentiality. This combination is necessary because XML Encryption was not designed specifically for SOAP but for XML. WS-Security fills in the areas where the XML Encryption may be inappropriate for SOAP. XML Signature is the second W3C recommendation that WS-Security utilises.

### 3.6.2 Integrity through Signatures

WS-Security specifies how to use XML Signature to provide digital signatures that achieve end-to-end message integrity for SOAP messages [Nadalin et al., 2006a]. Any part of the SOAP header or body may be signed. Multiple signatures may also exist for a single message part. This is useful when intermediaries exist because the receiving endpoint can establish a “chain of trust” on the signed message part by validating each of its signatures [Nadalin et al., 2006a]. If an alteration is detected, it can be traced to the interaction between the last intermediary whose signature was valid and the first intermediary whose signature was invalid.

The Digital Signature Standard ["NIST", 2000] describes a digital signature generation process beginning with the creation of a message digest of the data to be signed. The signature creation process ends with the application of a digital signature algorithm’s sign operation to the
message digest. This strategy is a performance optimisation as signing message digests is faster than the signing of actual data [Ferguson and Schneier, 2003]. However, signing XML with XML Signature requires an extra preliminary step in the process, XML canonicalisation [Boyer, 2001].

3.6.2.1 XML canonicalisation

The extensible nature of XML allows two XML documents to have a different structure but the same logical meaning [Boyer, 2001]. This feature is problematic when signing XML because hashing algorithms will generate a unique message digest for each unique physical representation of data. It is possible to have two logically identical documents whose message digests and consequent signatures do not correspond. Canonicalisation algorithms transform logically equivalent documents into physically equivalent documents, such that they will result in the same digest value when hashed.

The inclusive [Boyer, 2001] and exclusive [Boyer et al., 2002] canonicalisation algorithms are supported by WS-Security [Nadalin et al., 2006a]. However, the exclusive canonicalisation algorithm is the suggested algorithm to be used as it allows a message signed part to be more easily inserted into multiple documents. This easier transplant is enabled by the exclusive canonicalisation feature of copying all needed XML namespaces into the canonicalised XML. Such a transplant is needed when a token is signed and used to authenticate multiple SOAP messages. An exclusive canonicalised message part is robust to namespace definition changes that may be encountered when inserting the part into multiple documents with varying namespace declarations. Signature verification will fail if the namespaces in the inserted message part and the rest of the document are inconsistent. While the implementation in this thesis does not need to insert an XML part into multiple SOAP messages, exclusive canonicalisation is used as it is “strongly recommended” by WS-Security [Nadalin et al., 2006a]. Canonicalisation from this point onwards refers exclusive canonicalisation only.

3.6.2.2 XML Signature structure

A digital signature is represented by the <ds:Signature> element [Eastlake et al., 2005]. This element comprises of the following critical elements: <ds:SignedInfo>; <ds:SignatureValue>; and <ds:KeyInfo>. The <ds:KeyInfo> element holds signing key information using the same structure described in section 3.6.1.

The <ds:SignedInfo> element contains references to the message parts the signature signs [Eastlake et al., 2005]. Each reference holds the message digest of the part it refers. The
<ds:SignedInfo> also contains details of the hashing and canonicalisation algorithm used to create the message digest. These references are encapsulated in <ds:Reference> elements within the <SignedInfo element>:

<ds:SignedInfo>
  <ds:CanonicalizationMethodAlgorithm =
  "http://www.w3.org/2001/10/xml-exc-c14n#">
    <exc14n:InclusiveNamespaces PrefixList="wsse S"/>
  </ds:CanonicalizationMethod>
  <ds:SignatureMethod Algorithm="http://www.w3.org/2000/09/xmldsig#hmac-sha1"/>
  <ds:Reference URI="#5007">
    <ds:Transforms>
      <ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
        <exc14n:InclusiveNamespaces PrefixList="S"/>
      </ds:Transform>
    </ds:Transforms>
    <ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
    <ds:DigestValue>bpX...Jzc=</ds:DigestValue>
  </ds:Reference>
...</ds:SignedInfo>

The <ds:Reference> element in the snippet references the SOAP body. This message part may undergo transformations before its digest is created. The details of these transformations are held in the optional <ds:Transforms> element and the transformation detailed in the snippet is exclusive canonicalisation. The <ds:DigestMethod> element specifies the hashing algorithm used and the <ds:DigestValue> element holds the resulting message digest obtained from applying the hashing algorithm to the transformed version of the message part. The snippet shows that the Secure Hash Algorithm-1 gloss(SHA-1) [Eastlake and Jones, 2001] is used to generate the message digest over the canonicalised SOAP body.
Multiple `<ds:Reference>` elements may exist in a `<ds:SignedInfo>` element since multiple message parts may be signed with the same signing key [Eastlake et al., 2005]. Once the `<ds:SignedInfo>` element has been created it is canonicalised and its canonicalised form is signed to generate the value of the signature. This process differs from that used in generating conventional digital signatures because message digests are not directly signed. The entire `<ds:SignedInfo>` element is signed instead because for each signature multiple message digests may exist but one signature value is required.

The algorithm used to canonicalise the `<ds:SignedInfo>` element is held in the `<ds:CanonicalizationMethod>` element and the digital signature algorithm is specified in the `<ds:SignatureMethod>` element. The preceding snippet shows that the signature is generated by a combination of exclusive canonicalisation and the Keyed-Hashing for Message Authentication (HMAC) with SHA-1 algorithm [Krawczyk et al., 1997]. The HMAC-SHA1 algorithm utilises the symmetric key mentioned in 3.6.1 to generate a MAC with the SHA-1 algorithm. This is consistent with XML Signature which allows a variety of signature generation algorithms to be used such as the Digital Signature Algorithm (DSA) ["NIST", 2000] and MAC algorithms. The value of the signature is placed in the `<ds:SignatureValue>` element:

```xml
<ds:SignatureValue>FE3...W+4=</ds:SignatureValue>
```

The signatures shown in this section are detached signatures and XML Signature defines such signatures as those that have the `<ds:Signature>` element and the signed elements as siblings or in separate documents [Eastlake et al., 2005]. XML Signature specifies two other kinds of signature: enveloped and enveloping. An enveloped signature requires that the `<ds:Signature>` element is a child of the signed element. An enveloping signature has the signed element as a child of the `<ds:Signature>` element. WS-Security states that detached signatures are the only permitted signature because SOAP headers are prone to change [Nadalin et al., 2006a]. Unfortunately the specification does not further expand on this rationale. The author finds that the reasons for such a stance are not immediately obvious, although other authors such as Rosenberg et al. [2004] do not further explain it. The reasons why the enveloping and enveloped signatures are inappropriate for WS-Security are explored here.

### 3.6.2.3 WS-Security and XML Signature types

WS-Security specifies that all “security-related information” must be held in a `<wsse:Security>` header [Nadalin et al., 2006a]. It also allows for an intermediary to insert
elements into an existing `<wsse:Security>` header, hence its description of SOAP headers as “mutable” [Nadalin et al., 2006a]. The only signature that is compatible with these two conditions is the detached signature. The `<ds:Signature>` element represents a detached signature if it exists within the `<wsse:Security>` header and references message parts that are not its parent element or its child element. This implies that the `<wsse:Security>` header cannot be signed as a single unit. Therefore, if the `<ds:Signature>` element exists within the `<wsse:Security>` header and has a reference to the entire header, it represents an enveloped signature.

The WS-I Basic Security Profile [McIntosh et al., 2007] and the blogs authored by Wilson [2004] and Tay [2004] are the only resources found by the author that further discuss the implications of utilising an enveloped signature with WS-Security. Tay [2004] addresses the implications more directly in his blog post in comparison to Wilson [2004]. However, the opinion of Wilson [2004] is referred to here as he was the team lead for Microsoft’s Web Services Enhancement project [Microsoft Corporation, 2007b] at the time at which he wrote on the issue. The blog post made by Tay [2004] is not considered because it contains some critical errors in terminology.

Wilson [2004] and the WS-I Basic Security Profile [McIntosh et al., 2007] state that the enveloped signature prevents intermediaries from adding new elements into the security header. If an intermediary were to insert an element into the header, the message digest of the header would change and not correspond to the message digest carried in the `<ds:Reference>` element. This would cause the signature to fail even if the intermediary was authorised to change the header. The enveloping signature type is subsequently incompatible with WS-Security because it does not take into consideration that the `<wsse:Security>` header may be modified by an intermediary. The detached signature allows for such modifications because it operates at a finer granularity. Instead of signing the entire header, parts of the header are signed. This allows new parts to be inserted by intermediaries.

The enveloping signature is also incompatible with WS-Security because it allows security information to be carried outside the `<wsse:Security>` header [McIntosh et al., 2007]. An example of what an enveloping signature would look like for a `<wsse:Security>` header is shown in the following snippet:

```xml
<ds:Signature>
  <ds:SignedInfo>...</ds:SignedInfo>
  ...
  <Object>
```
The problem highlighted in this snippet is that security information appears outside the `<wsse:Security>` header, for example security information is found in the `<ds:SignedInfo>` element. This is inconsistent with the WS-Security approach of the `<wsse:Security>` header being the parent XML node from which all security information is found.

The author notes that although the WSI-Basic Security Profile [McIntosh et al., 2007] discusses the issue of which type of signature to use, this discussion is based on the previous WS-Security specification, version 1.0 [Nadalin et al., 2004]. The discussion provides the same reasoning as that reached here but it reaches a different conclusion from WS-Security version 1.1 [Nadalin et al., 2006a] on which signature types should be used. The Basic Security Profile [McIntosh et al., 2007] prohibits use of enveloping signature but “discourages” the enveloped signature. WS-Security version 1.1 prohibits the enveloping signature’s use. The author accepts the analysis provided by WSI-Basic Security Profile but its conclusions on which signatures may be used are considered outdated for this thesis.

### 3.6.2.4 Summary

WS-Security uses digital signatures as described by XML Signature to achieve confidentiality [Nadalin et al., 2006a]. These signatures are specific to XML but enveloped and enveloping signatures are inappropriate for SOAP security. To this end, WS-Security selects the detached signature as the only XML signature type that is adequate for providing end-to-end SOAP message integrity.

### 3.6.3 Authentication through Tokens

The approach to authentication taken by WS-Security is the provision of “claims” which are defined as:

... a declaration made by an entity (e.g name, identity, key, group, privilege, capability etc) [Nadalin et al., 2006a].
These claims are provided by tokens attached in the `<wsse:Security>` header. Tokens may be binary such as Kerberos tickets [Nadalin et al., 2006b] and X.509 certificates [Nadalin et al., 2006e]. Binary tokens are attached using the `<wsse:BinarySecurityToken>` element. Tokens may also be XML-based such as the Security Assertion Markup Language (SAML) tokens [Nadalin et al., 2006c] and the `<UsernameToken>` element [Nadalin et al., 2006d]. XML tokens are included as direct sub-elements of the `<wsse:Security>` header.

Claims may be categorised either as endorsed or unendorsed [Singhal et al., 2007]. An endorsed claim is one with which identity can be inherently established. An example of a token representing an endorsed claim is an X.509 certificate token [Nadalin et al., 2006a]. The certificate represented by the token can be trusted to belong to a specific identity if a trusted certificate authority has endorsed it. Digital signature verification may be used to determine whether signed message parts were signed with the key referenced by the certificate [Singhal et al., 2007]. This provides data authentication by guaranteeing that the signed message parts were constructed by the certificate holder.

An unendorsed claim is one with which an identity cannot be inherently established [Singhal et al., 2007]. An example of a token representing such a claim is the `<UsernameToken>` element.

```xml
<wsse:UsernameToken...>
  <wsse:Username>wsituser</wsse:Username>
  <wsse:Password...>...</wsse:Password>
  ...
</wsse:UsernameToken>
```

The `<UsernameToken>` element holds a username and password pair [Nadalin et al., 2006d]. Peer authentication may be established by this pair but a trusted third party cannot vouch for the information presented by the token [Singhal et al., 2007]. The decision to accept or reject these credentials is determined by the trust policy employed by the authenticating entity because an identity cannot be inherently determined using the `<UsernameToken>` element.

Data authentication may also be achieved with the `<UsernameToken>` element since a signing key may be derived from the password it holds [Nadalin et al., 2006d]. Digital signature verification will confirm whether signed message parts were signed by token. However, since the identity established from peer authentication is inconclusive, this data authentication may be meaningless. It proves only that the identity referenced by the token created the message parts but that identity may have not been completely established.
SAML tokens are another commonly advocated mechanism for representing claims [Nadalin et al., 2006c]. SAML allows entities to authenticate each other through assertions [Ragouzis et al., 2006]. An entity authenticates another based on whether its trust policy allows it to accept the assertions received. This means SAML provides unendorsed claims too [Singhal et al., 2007]. SAML assertions will provide data authentication if they reference an encryption key that signs parts of a message [Ragouzis et al., 2006]. In this case the authentication process is twofold: Firstly, the signatures are verified according to the referenced key. Once this verification is done, the SAML assertions are considered. This process suffers from the same weakness as data authentication with the `<UsernameToken>` element because it proves that the asserting entity created the message but the assertions do not inherently prove the identity of this entity.

### 3.6.3.1 Summary

The extensibility provided by WS-Security allows for an “infinite” number of authentication mechanisms [Seely, 2002]. Authentication mechanisms implemented as endorsed claims simplify the trust considerations of an endpoint because the identities represented by such claims have been verified by a third party. However, mechanisms implemented as unendorsed claims require an endpoint to do extra work in determining whether the identities represented by the claims should be trusted. For this reason endorsed claims seem more desirable than unendorsed claims.

The aspect of trust associated with these authentication mechanisms is not considered in order to keep within the scope established in section 3.3. The trustworthiness of all claims is considered equal for the purposes of this thesis.

### 3.6.4 Message Uniqueness

The WSI name two types of information required to assure SOAP message uniqueness: a “unique message identifier” and a “timestamp” [Schwarz et al., 2007]. A unique message identifier distinguishes a message from other messages. A timestamp specifies the message creation and expiry time.

A unique message identifier allows a receiving entity to reject the message if the same identifier has already been received but after a period of time, the store of previous identifiers may be purged. This allows an attacker to wait for a period of time before resubmitting a message. A timestamp allows a receiving entity to reject a message if it is received after its expiry...
time or if its creation time is earlier than that of the latest store purge. WS-Security specifies
a <wsu:Timestamp> element for setting the lifetime of the security information held in the
<wsse:Security> header [Nadalin et al., 2006a]:

```xml
<wsu:Timestamp ...>
  <wsu:Created>2007-06-18T11:43:31Z</wsu:Created>
</wsu:Timestamp>
```

The <wsu:Created> element specifies when the security information was created and the
<wsu:Expires> element specifies when the security information lifetime ends. A SOAP mes-
sage is rejected by a receiving entity if it is received after the time specified by the <wsu:Expires>
element. This element does not provide a unique message identifier and this allows a SOAP mes-
sage to be resubmitted by an attacker before the expiry time. The WSI identify the Username
token as the only security token from the set of tokens they review that provides both a unique
message identifier and timestamp [Schwarz et al., 2007]:

```xml
<wsse:UsernameToken...>
  ...
  <wsse:Nonce>...</wsse:Nonce>
  <wsu:Created>...</wsu:Created>
</wsse:UsernameToken>
```

The <wsse:Nonce> element holds a nonce [Shirey, 2000] that may be used to uniquely iden-
tify a message [Nadalin et al., 2006d]. The <wsu:Created> element states when the nonce
was created. A receiving entity will reject a message if the nonce exists within its nonce store or
if it was created before the last nonce store purge.

3.6.4.1 Summary

The username token inherently represents both a unique message identifier and a timestamp
[Schwarz et al., 2007]. WS-Security does not limit the type of tokens that may be used to protect
a SOAP message and other tokens that provide a unique message identifier and a timestamp may
exist. It is noted that the username token is the only token, amongst those mentioned explicitly
by WS-Security, that provides both types of information [Schwarz et al., 2007].
3.6.5 WS-Security Summary

NIST describe some shortcomings of WS-Security which fall within the messaging domain and others within other domains, for example certificate validation within the trust domain [Singhal et al., 2007]. Concerns that lie in other domains may seem unwarranted as WS-Security focuses on message security [Nadalin et al., 2006a]. These concerns demonstrate that WS-Security has implications for issues outside the scope of this thesis.

The concerns that fall within the messaging domain are the susceptibility of WS-Security to replay attacks and the lack of protection for tokens [Singhal et al., 2007]. These concerns are valid when WS-Security is implemented as an isolated solution to an individual challenge. For example, a token used for authentication can be substituted by an attacker if the WS-Security integrity protection mechanisms are not implemented. Similarly, WS-Security implementations are susceptible to replay attacks if the challenge of message uniqueness is not considered. A holistic approach to the implementation of WS-Security is needed to meet each of the challenges mentioned in section 3.4.1.

The construction of end-to-end secured messages falls under the messaging aspect of web services introduced in section 2.2.3. This construction may be informed by a description stage [Rosenberg et al., 2004].

3.7 WS-Security Description

Messages may be secured without the description stage noted in section 2.2.3 [Rosenberg et al., 2004]. However, the description of security requirements in a machine readable language is important because it allows a further realisation of the web services promise of machine-to-machine interaction. Such a description also provides a standard mechanism to communicate security requirements, the lack of which is identified in section 2.6 as a shortcoming of RESTful web services.

A brief review of the description of WS-Security requirements is provided in this section. The review is not as comprehensive as the review of secure messaging given in this chapter. End-to-end message security cannot be implemented without a comprehensive consideration of secure messaging but it may be achieved without a machine readable description. The description of security requirements is mentioned here to provide a complete picture of end-to-end web services security.
3.7.1 WS-Policy

The WS-Policy Framework recommendation [Vedamuthu et al., 2007b] specifies how a set of requirement assertions may be constructed. These assertions communicate security and other requirements in a web services environment. WS-Policy assertions and WSDL seemingly perform the same function of description but WS-Policy differs from WSDL in that it allows any web services entity to communicate its requirements [Rosenberg et al., 2004]. WSDL allows for the communication of the provider’s requirements only.

WSDL does not provide an inherent mechanism to describe security requirements. This is consistent with the SOAP design strategy of leaving security to be implemented as an extension [Gudgin et al., 2007]. To this end, WS-Policy assertions may be used as an extension to WSDL and this is described by the WS-Policy Attachments document [Vedamuthu et al., 2007a]. However, they may also exist as a standalone description of any entity’s requirements.

The strategy of using WS-Policy assertions within WSDL is reviewed. This strategy allows for the provider’s requirements to be specified only. This is appropriate for this thesis because it is concerned with whether a mobile requester can interoperate with a secured traditional provider. In this regard, only the provider’s requirements are relevant to this study.

Requirements are represented in WS-Policy by assertions grouped into policy expressions [Vedamuthu et al., 2007b]. Policy expressions are held within a <wsp:Policy> element:

```xml
<wsp:Policy wsu:Id="SecureCalcPortBinding_add_Input_Policy">
  <wsp:ExactlyOne>
    <wsp:All>
      <ns7:EncryptedParts>
        <ns7:Body/>
      </ns7:EncryptedParts>
      <ns8:SignedParts>
        ...
      </ns8:SignedParts>
    </wsp:All>
  </wsp:ExactlyOne>
</wsp:Policy>
```
The policy expression in the snippet specifies the security configurations for an add message of the secure calculator web service referred to in section 3.6. Each policy expression has a set of operators that specify how assertions are applied [Vedamuthu et al., 2007b]. Operators may be nested but inner operators may not contradict their parent operators. The snippet utilises both the wsp:ExactlyOne and wsp:All operators.

The wsp:ExactlyOne and wsp:All operators are represented by XML elements of the same name [Vedamuthu et al., 2007b]. WS-Policy operators are formatted without XML style braces in the text of this thesis. This distinguishes references to operators from references to their XML element representation and is consistent with the WS-Policy document formatting style.

The <wsp:ExactlyOne> element must carry at least one sub-element representing a group of assertions or further policy expressions. The requirements stated by any of its sub-elements are mandatory. The <wsp:All> element specifies that all the requirements represented by its sub-elements must be met but it may contain no sub-elements. Such an absence indicates that no requirements are specified. However, if the <wsp:ExactlyOne> element has no child elements this indicates that the policy it represents is not allowed.

The wsp:All operator in the snippet specifies that the requester must both encrypt the parts specified in the <ns7:EncryptedParts> element and sign the parts specified in the <ns8:SignedParts> element. The wsp:ExactlyOne operator specifies that these requirements are mandatory, that is, a requester cannot ignore the requirements the wsp:All operator relates to. The WS-Policy Framework is generic and may be used to describe requirements other than those of WS-Security.

### 3.7.2 WS-Policy and WS-Security

The WS-Policy Framework recommendation document uses assertions that describe WS-Security requirements in its examples [Vedamuthu et al., 2007b]. However, the recommendation does not fully describe the assertions that may be used to describe WS-Security requirements.

The WS-SecurityPolicy specification details WS-Policy assertions that describe security requirements as per WS-Security [Nadalin et al., 2007]. This specification provides four groups of assertions: protection; token; security binding and supporting token. Protection assertions describe which parts of the SOAP message need to be secured and how they are secured. An example of such an assertion is the <ns7:EncryptedParts> element which describes the parts of the message that are to be encrypted.
Token assertions describe tokens that are used to secure messages, for example the username token [Nadalin et al., 2007]:

```xml
<ns3:UsernameToken
  ns3:IncludeToken="http://schemas.xmlsoap.org/ws/2005/07/securitypolicy/IncludeToken/AlwaysToRecipient"/>
```

The IncludeToken attribute describes whether the token should be included and when it should included. The snippet shows that the username token must be sent from the requester to the producer only.

Security binding assertions describe how security mechanisms are configured. Supporting token assertions specify tokens that are used by the mechanisms described in security binding assertions [Nadalin et al., 2007]:

```xml
<ns3:SignedSupportingTokens>
  ...
  <ns3:UsernameToken...></ns3:UsernameToken>
  ...
</ns3:SignedSupportingTokens>
```

This snippet indicates that a username token is included in a message signature. The token that creates this signature is described by a security binding assertion [Nadalin et al., 2007]:

```xml
<ns4:SymmetricBinding>
  ...
  <ns4:AlgorithmSuite>
    ...
    <ns4:Basic128/>
    ...
  </ns4:AlgorithmSuite>
  <ns4:IncludeTimestamp/>
  <ns4:Layout>
    ...
    <ns4:Lax/>
  </ns4:Layout>
```
WS-Policy specific policy expressions have been removed from this snippet to demonstrate the assertions specified by WS-SecurityPolicy [Nadalin et al., 2007]. The assertion shown in the snippet specifies that a 128 bit symmetric key is required for encryption using the AES algorithm. This key must also be used to sign the message headers and body. A timestamp must be included in the message and the ordering of the headers must conform to Lax ordering as specified by WS-Security [Nadalin et al., 2006a].

A combination of the assertions specified by the WS-Policy Framework recommendation [Vedamuthu et al., 2007b] and WS-SecurityPolicy [Nadalin et al., 2007] allows for the complete description of WS-Security requirements. The following snippet shows an example of this combination:

```xml
<wsp:ExactlyOne>
  <wsp:All>
    <ns4:Basic128/>
  </wsp:All>
</wsp:ExactlyOne>
```

This snippet shows that the AES algorithm must be used with a 128 bit key. The `wsp:ExactlyOne` and `wsp:All` operators specify that the use of these encryption algorithm details is mandatory. One of the features of WS-Policy expressions is their suitability for inclusion in WSDL documents.

### 3.7.3 WS-Policy and WSDL

The primary difference between the WSDL document of the simple calculator web service introduced in section 2.3 and that of its secure version introduced in section 3.6, is the attachment of
WS-Policy expressions in the secure version’s WSDL document. The WS-Policy Attachments recommendation details how such an attachment may be carried out [Vedamuthu et al., 2007a].

A policy expression may be attached as a child element of the `<definitions>` element in a WSDL file [Vedamuthu et al., 2007a]. The WSDL parts that an expression applies must reference this expression:

```xml
<binding name="SecureCalcPortBinding">
...
<operation name="add">
...
<input>
<wsp:PolicyReference
    URI="#SecureCalcPortBinding\_add\_Input\_Policy"/>
...
</input>
...
</operation>
...
</binding>
```

The reference to a policy expression is held within a `<wsp:PolicyReference>` element. In this snippet the `<wsp:PolicyReference>` element is inserted inside the concrete description of the add message. The requester will secure the described add message according to the expression referenced.

### 3.7.4 Summary

A combination of the WS-Policy Framework [Vedamuthu et al., 2007b], WS-Policy Attachment [Vedamuthu et al., 2007a] and WS-SecurityPolicy [Nadalin et al., 2007] specifications allows for a machine readable description of web services security requirements. The failure to process or provide such a description does not disqualify an entity from engaging in an end-to-end secured web services transaction because human developers can build such security in by hand [Rosenberg et al., 2004]. However, the machine generation allowed by such descriptions mitigates some of the complexity associated with building in these security requirements by hand.
3.8 Summary

End-to-end web services security is provided by implementations of WS-Security. The WS-I Basic Security Profile describes how WS-Security may be implemented in an interoperable manner [McIntosh et al., 2007]. The discrepancies that may exist when the WS-I Basic Security Profile is applied to WS-Security version 1.1 are demonstrated by the WS-I Basic Security Profile’s more relaxed prescription of which signature types may be used. However, the WS-I Basic Security Profile provides a standard baseline set of requirements for the interoperable deployment of end-to-end web services security. This set of requirements is implemented on traditional web services platforms as evidenced by the Microsoft WS-I Basic Security Profile 1.0 Reference Implementation [Microsoft Corporation, 2007d].

This thesis is concerned with the interoperability between mobile requesters and traditional providers when end-to-end security is employed by the providers. For such interoperability mobile requesters must be able to implement WS-Security. They must also conform to the WS-I Basic Security Profile to the extent that traditional web services providers do. Therefore, this thesis’s requirement for interoperability is not based on a mobile requesters conformance to the WS-I Basic Security Profile. It is based on the extent to which a mobile requester may participate in WS-Security secured transaction with a traditional provider. The following chapter discusses the considerations for implementing WS-Security for a mobile requester.
Chapter 4

Mobile Web Services

4.1 Introduction

This chapter deals with mobile web services and their end-to-end security. The smartphone implementation of WS-Security, introduced in chapter 3, is discussed. The challenges of the mobile computing paradigm are identified in this chapter and a configuration for the implementation of WS-Security on smartphones is developed according to these challenges. The configuration presents a base set of end-to-end security mechanisms that a smartphone platform may be reasonably expected to implement and thus participate in end-to-end secured web services transactions.

Mobile web services are a by-product of the convergence between the fields of mobile computing and web services [Hirsch et al., 2006]. The mobile environment is diverse as evidenced by the fact that a mobile device may be considered as any device ranging in size from a pager to a laptop [Li and Knudsen, 2005] [Teder, 2006]. Mobile environment concepts utilised within this thesis are identified to limit the scope of discussion.

4.2 Mobile Concepts

Section 1.3.2 on page 3 motivates for the limitation of scope to smartphones. There is no universal definition for a smartphone as evidenced by loose definitions provided by Borcea et al. [2004] and Chang and Chen [2005]. However, the convergence of telephony and PDA functionality is a common smartphone characteristic mentioned in literature discussing smartphones, for example it is mentioned in the work of Borcea et al. [2004], Chang and Chen [2005], Fox and Box [2004] and Zheng and Ni [2006]. This thesis adopts a smartphone definition by [Yuan, 2005] because it is centred on this commonly accepted smartphone trait:
A Smartphone combines the functions of a cellular phone and a handheld computer in a single device. It differs from a normal phone in that it has an operating system and local storage, so users can add and store information, send and receive email, and install programs to the phone as they could with a PDA. A smartphone gives users the best of both worlds—it has much the same capabilities as a handheld computer and the communications ability of a mobile phone.

In technical terms, the smartphones discussed here exhibit the same characteristics as the family of devices covered by the Java Micro Edition (Java ME) Connected Limited Device Configuration (CDLC) [Pandey, 2006a]. The characteristics include a 16 or 32 bit processor, a battery as the main source of power and the ability to operate with limited network access. The provision of end-to-end web services security by platforms that run on this type of device is of interest to this thesis.

The phone function of a smartphone strongly ties it to the cellular network to which it connects. As a result, cellular network standardisation bodies such as the European Telecommunications Standards Institute (ETSI) and the 3rd Generation Partnership Project (3GPP) define some mobile device aspects [ETSI, 2007] [3GPP, 2007a]. One such aspect is the distinction between the Subscriber Identity Module (SIM) and the device that houses the SIM [Third Generation Partnership Project, 2001b]. The SIM is a smart card that holds subscriber information on a Global System for Mobile (GSM) network [Third Generation Partnership Project, 2001a]. Its equivalent on the Universal Mobile Telecommunication System (UMTS) network is the Universal Subscriber Identity Module (USIM) application that runs on a smart card called the UMTS Integrated Circuit Card (UICC) [Kasera and Narang, 2005]. This thesis refers to the SIM and USIM/UICC combination as the SIM because the differences between the two are not significant to the research presented. The distinction between the SIM and its housing device, such as a smartphone, is important because the SIM is a security device that may be used to meet the security challenges identified in the previous chapter [Third Generation Partnership Project, 2001b]. The SIM presents another type of mobile platform that may assist smartphone platforms in the provision of end-to-end mobile web services security.

The SIM is specified for use on GSM and UMTS networks by ETSI and 3GPP specifications respectively. However, smartphones do not work only on GSM and UMTS; for example the second generation Personal Digital Communications (PDC) network is popular in Japan and the third generation cdma2000 network is popular in North America [Kasera and Narang, 2005]. The phone function of smartphones is not dependant on a cellular network [Teder, 2006]. Smartphones may leverage wireless LAN (WLAN) technologies to complete their cellular phone func-
tion [Hsieh et al., 2007]. It is for this reason that the discussion that follows is cellular network agnostic unless stated otherwise. When network specific considerations such as the SIM are discussed, they are noted as such.

The consumer devices related concept of fragmentation is also an attribute of the mobile phone domain [Teder, 2006]. The term fragmentation refers to the state of a domain when the variation within that domain hinders the ability to deploy enough numbers of a product to make a profit. Web services are valuable to the mobile environment because they offset the problem of fragmentation.

4.3 Why Mobile Web Services?

The need for end-to-end mobile web services security is established here before it is discussed further. The importance of mobile web services is briefly introduced to demonstrate that they are a valuable technology requiring real world security attention. The reasons that make cellular network security inappropriate for web services are then discussed.

4.3.1 The Importance of Mobile Web Services

Mobility is a primary benefit provided by smartphones [Fox and Box, 2004]. Smartphone applications allow faster access to information from less location-constrained access points. A major benefit of mobility is improved decision making as a result of readily available information.

The mobile phone environment is characterised by different devices, platforms and Application Programming Interfaces (API) [Teder, 2006]. This diversity poses two mobility deployment barriers: Firstly, it increases the number of application builds needed to profitably deploy an application in the smartphone market; Secondly, an Internet application must be customised for every mobile configuration with which it interfaces. The large number of existing configurations makes this complex and time consuming [Open Mobile Alliance, 2006]. These two problems inevitably hinder the advancement of the mobile phone environment because it depends on “low cost data services” for growth [Open Mobile Alliance, 2006]. Web services solve the fragmentation problem faced when interfacing Internet applications with mobile applications.

Interoperability is a major value proposition of web services. They provide an interface between systems that may be implemented on different platforms [Wright, 2005]. This interoperability may be extended to the interfacing of Internet and mobile applications [Open Mobile Alliance, 2006]. Web services expose an interoperable interface through which smartphone applications running on various platforms may access an Internet application. The provision of this
interface is the single customisation to the Internet application that is required to provide such access. This is significant in enterprise environments because it reduces the costs of integrating smartphones applications with currently deployed systems.

Although mobile web services overcome one of the problems to providing mobility, barriers to web services adoption must be overcome for them to be a viable solution. The lack of web services security is such a barrier [Kearney, 2005].

4.3.2 The Need for End-to-end Security

Cellular networks may provide confidentiality, integrity and authentication for messages carried by them. An example is the security provided by the General Packet Radio Service (GPRS) on GSM networks [Sanders et al., 2003]. However, this protection only lasts the extent of the mobile network and mobile web service messages may travel beyond this network [Moyo et al., 2006]. Messages are therefore vulnerable to malicious activity once they leave the mobile network. The web services message security strategies discussed in section 3.5 protect a web services message beyond the context of the mobile network.

Cellular network security may be inappropriate even when the entire transaction occurs within the context of the mobile network. Some cellular network security is proprietary and has been kept from public review, for example GSM security [Gindraux and Deloitte & Touche, 2002]. This requires web services participants to trust the mobile network providers in the provision of security. Reported vulnerabilities within proprietary cellular network security mechanisms show that such trust is unwarranted [Biryukov et al., 2001] [ins]. Web services message security allows web services participants to take ownership of message protection and select the security mechanisms they trust [Moyo et al., 2006].

The issue of blindly trusting cellular network security does not universally apply because some cellular network security is available for public review, for example the openly specified Kasumi algorithm used by UMTS networks [3GPP, 2007b]. However, such security operates at a lower level than transport layer security and suffers from the same inability to provide end-to-end security when intermediaries exist. It is dependent on the communication links between web services entities and requires intermediaries to be trusted for the provision of end-to-end security.

The mobile computing paradigm differs from traditional computing paradigms and it is inappropriate to assume that WS-Security may be implemented on smartphone platforms in the same manner as on traditional platforms [Nadalin, 2003]. Mobile environment considerations are factored in when implementing WS-Security on smartphone platforms.
4.4 Mobile Environment Considerations

Mobile web services operate in a more resource constrained environment than traditional web services [Hirsch et al., 2006]. These constraints include limited processing power, battery life and network bandwidth. WS-Security is shown to add a performance overhead to web services implementations [Tang et al., 2006]. This section identifies the resource considerations that must be accounted for when WS-Security is implemented for mobile web services. These considerations are categorised as device constraints and network constraints.

4.4.1 Device Constraints

The current processing power and memory of smartphones renders the implementation of cryptographic operations on smartphones a solved problem [Zheng and Ni, 2006]. Argyroudis et al. [2004] analyse the implementation of TLS, S/MIME [Ramsdell, 1999] and IPSec [Kent and Atkinson, 1998] on PDAs, Itani and Kayssi [2004] successfully demonstrate an AES algorithm implementation on a smartphone. However, the adverse effect that CPU processing and limited memory have on battery life is an area of concern when implementing WS-Security.

The constraints of battery life and processing power are obviously linked because the smartphone CPU is powered by the battery. Battery life will decrease as the processing time spent on expensive cryptographic operations increases [Argyroudis et al., 2004]. Reducing the time spent on processing WS-Security related cryptographic operations will prolong battery life. Two approaches are identified for doing this:

The first approach is to offload cryptographic operations from the CPU to specialist devices that optimally carry out the operations. These specialist devices may be inherent to the hardware, for example cryptographic engines running as part of a multi-processor architecture [Ashkenazi and Akselrod, 2007]. The specialist devices may also be separate devices such as the SIM. Such devices also consume battery power but their ability to carry out a cryptographic process more efficiently may result in battery power saving.

The second approach is to employ processor efficient cryptographic operations. These operations must also minimise memory usage because memory bottlenecks may aggravate the battery power consumption of a CPU [Martin, 1999]. This second approach is more ideal than the first of offloading cryptographic operations because it is device independent. However, sending data over the network consumes battery power more than CPU usage [Kangasharju, 2007].
4.4.2 Network Constraints

Mobile web services operate in a networked environment characterised by limited bandwidth and high latency [Hirsch et al., 2006]. The requirement that devices continue processing in the absence of a network connection is also an environmental norm.

Web services are more verbose in their messaging than traditional web applications [Ng et al., 2005]. The addition of the `<wsse:Security>` header further compounds the size of a web services message. This increase is attributed to the extra XML of the attached header and the Base64 encoding [Josefsson, 2003] of binary security data such as cipher-text, signatures and hashes. A Base64 encoding representation is 33% larger than the data it represents. The growth of data resulting from WS-Security is problematic because mobile subscribers are often billed by the amount of data they transfer [Tian et al., 2004] and a mobile device’s battery power is consumed more by data transfer operations than CPU processing [Kangasharju, 2007]. Minimising the size of the data sent over a mobile network is desirable.

Solutions exist to mitigate the additional size of SOAP messages, for example data compression and binary XML encodings [Tian et al., 2004]. Combining data compression with XML Encryption is a poor solution because data compression yields better results when applied to data before it is encrypted [Kangasharju et al., 2006]. Compression algorithms utilise patterns to reduce the size of data [Kangasharju, 2007]. Encryption algorithms work against this compression approach because they convert plain-text into cipher-text containing a minimal amount of patterns. This renders compression algorithms less efficient in reducing the size of cipher-text than that of plain-text. To this end, it is better to compress plain-text and then encrypt the compressed plain-text.

Compressing and then encrypting XML data results in interoperability problems. XML Encryption does not provide a mechanism to instruct a decrypting entity that it must decompress data after it is decrypted. Such instructions must be provided by non standard extensions to XML Encryption. Therefore, binary XML encodings are preferred for reducing the size of secured XML elements [Kangasharju et al., 2006].

The Message Transmission Optimization Mechanism (MTOM) [Gudgin et al., 2005] is, at the time of writing, the only approved standard solution for the reduction of SOAP message sizes. It is currently standardised as a W3C Recommendation. MTOM optimises the representation of binary data within a SOAP message thereby reducing the size of the message. This is useful for WS-Security because it reduces the additional message size resulting from the Base64 encoding of binary data [Ng et al., 2005].

Binary encoding such as those provided by .NET Remoting perform better than MTOM
because they optimise the entire message as opposed to just binary data [Ng et al., 2005]. Such solutions introduce the dilemma of trading off interoperability for performance because they are not standard. The Efficient XML Interchange (EXI) format is a W3C attempt to standardise a binary encoding for XML and it is currently in the draft phase [Schneider and Kamiya, 2007]. However, Microsoft’s opposition to the concept of a standardised binary encoding casts doubt over its future universal adoption [Pal et al., 2003].

The mobile network constraints of high latency and disconnected operation may be handled programatically through the use of asynchronous method calls [Kangasharju et al., 2007]. An asynchronous method does not block after it has finished executing for example, when a requester sends a SOAP message to a provider [Hirsch et al., 2006]. This allows processing to take place while a response is pending. On the response’s arrival a callback method is invoked allowing the response to be handled.

WS-Security must be implemented within the context of the mobile environment constraints presented in this section. The architectures with which WS-Security may be provided in a mobile environment are presented in the following section.

### 4.5 Mobile Web Services Architecture

![Mobile web services architectures](image-url)

OMA identify the indirect and direct mobile web services architectures as models for providing mobile web services [Open Mobile Alliance, 2006]. Figure 4.1 illustrates the difference
between these architectures.

The indirect architecture is appropriate for requesters without the full functionality required to interact with a provider [Open Mobile Alliance, 2006]. This architecture is closely associated with the Wireless Application Protocol (WAP) which provides Internet access to mobile devices that do not possess the capability to connect using traditional Internet protocols [Gupta and Gupta, 2001]. This architecture may be applied in the web services domain so that a requester without the capability to engage in web services transactions may communicate with a provider via a proxy [Open Mobile Alliance, 2006]. The proxy typically translates between a mobile device specific protocol and the SOAP protocol.

This indirect architecture is of interest to this thesis because the proxy may also be used to secure a SOAP message when a requester does not possess this capability [Kangasharju et al., 2006]. Figure 4.1 illustrates the use of the indirect architecture when a mobile requester can process SOAP messages but is unable to apply WS-Security to them. The requester secures the messages that travel between it and the proxy with a security mechanism within its set of capabilities, for example TLS. The proxy in turn secures these messages according to the WS-Security requirements of the provider. The indirect architecture suffers from some drawbacks including having to trust the proxy [Gupta and Gupta, 2001]. The two modes of security employed within this architecture are always broken at the proxy because one mode is terminated for the other to be instantiated. This allows the proxy unlimited access to all data as it converts the security from one mode to another. The direct architecture is an option for deploying WS-Security for mobile web services when a proxy cannot be trusted.

The direct architecture requires a mobile requester that fully supports the requirements to communicate with the provider [Open Mobile Alliance, 2006]. All processing, including the securing of SOAP messages, must be carried out by the provider. Figure 4.1 illustrates that there is no proxy needed for this architecture. To this end, the direct architecture cannot support as many devices as the indirect architecture because it depends on the capability of the platform hosting the requester. However, the direct architecture better adheres to the end-to-end argument because the security of the SOAP message is never broken during its transit between the requester and provider. This thesis bases its mobile web services security configuration on the direct architecture. Previous work on providing WS-Security for resource constrained devices with the direct architecture is discussed before this configuration is laid out.
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4.6 Related Work

Three sets of related work are discussed in this section. These are the SOAP Message Security: Minimalist Profile by Nadalin [2003], the implementation of WS-Security on resource constrained devices by Helander and Xiong [2005] and an efficient XML security framework by Kangasharju [2007].

4.6.1 SOAP Message Security: Minimalist Profile

The SOAP Message Security: Minimalist Profile specifies how WS-Security may be implemented on resource constrained devices, such as smartphones [Nadalin, 2003]. The Minimalist Profile identifies XML Signature processing as a potential performance bottleneck and it specifies a stricter subset of WS-Security to increase the efficiency of this processing. It seeks to realise the greatest efficiency gain by eliminating the need for a message receiving entity to perform canonicalisation when verifying a signature. The Minimalist Profile makes this possible by specifying that signed message parts must be sent in canonical form. Therefore, an entity still needs to canonicalise the signed message parts it sends but not those it receives.

This thesis does not consider the requirements of the Minimalist Profile because it has been in draft since 2003 and seems to have been abandoned [Kangasharju, 2007]. It is the author’s opinion that the Minimalist Profile’s stance on canonicalisation will not always achieve a large efficiency benefit for mobile web services in practise. The current norm is to deploy mobile web services as requesters and a requester may send more signed data than it receives. This is evident in the secure calculator example introduced in section 3.6. The requester, in this example, signs message parts including the encrypted message body, authentication tokens and encrypted symmetric key. However, the provider signs only the encrypted message body of the response. The requester benefits from not canonicalising the single response message part but the requester still canonicalises the multiple message parts it sends. Therefore, the larger portion of work still needs to be carried out by the requester. This criticism may seem unfair because it does not apply generally but only to the case where a request message contains more signed data than the response message. However, no mention of this likely case is provided by the Minimalist Profile. This omission may be interpreted as evidence of the Profile’s undeveloped nature. The implementation of WS-Security on resource constrained devices by Helander and Xiong [2005] also does not conform to this draft specification.
4.6.2 WS-Security on “Low-Cost Devices”

Helander and Xiong [2005] demonstrate the feasibility of implementing WS-Security on a resource constrained device. They combine symmetric and asymmetric cryptography with the aim of minimising asymmetric cryptographic operations. This reduces the performance penalty that asymmetric cryptography introduces over symmetric cryptography. Asymmetric encryption is utilised for the exchange of authentication data and symmetric encryption keys. The rest of the SOAP message parts are symmetrically encrypted with the exchanged symmetric key. Digital signatures are generated with the symmetric HMAC-SHA1 algorithm.

The work by Helander and Xiong [2005] differs from that presented in this thesis because it demonstrates WS-Security on a specialist device and not a smartphone. Such a demonstration is important to this thesis because it shows that WS-Security is technically feasible on a device with similar resource constraints as a smartphone. However, the demonstration does not provide insight into the extent that smartphone platforms leverage this technical capacity. The study by Kangasharju [2007] more tightly ties WS-Security on to a smartphone platform.

4.6.3 XML Security on Mobile Devices

Kangasharju [2007] describes an approach that efficiently implements XML Encryption and XML Signature on mobile devices. The approach is twofold: firstly, an API stream processes the XML Encryption, XML Signature and serialisation steps so that an XML document may be secured and serialised in one pass; secondly, the resulting serialised and secure XML is compressed before it is sent. They demonstrate the efficiency of this approach by creating a secure SOAP message that conforms to WS-Security.

This work is important to this thesis because it demonstrates the technical feasibility of applying XML Encryption and XML Signature on a smartphone. Since WS-Security is based on XML Encryption and XML Signature, the work by Kangasharju [2007] can also be taken to show the technical feasibility of WS-Security on smartphones.

The work by Kangasharju [2007] differs from that carried out in this thesis because it uses WS-Security as its proof of concept rather than its main subject matter. This is evidenced by its non-consideration of the challenges of authentication and message uniqueness. It also does not consider whether the security resulting from its described approach allows a mobile requester to interoperate with a traditional provider. However, the work presented by Kangasharju [2007] is an option for enabling WS-Security on smartphones. It is evaluated in the next chapter with other options that enable end-to-end mobile web services security. This evaluation is based on
the implementation of a configuration that provides WS-Security for mobile devices.

4.7 Mobile WS-Security Configuration

The three sets of related work highlighted in the previous section agree that a WS-Security implementation on resource constrained devices needs to factor in resource constraints. The configuration provided in this section identifies WS-Security mechanisms that meet the challenges of confidentiality, integrity, authentication and message uniqueness. The mechanisms are selected on the basis of how they support interoperability with traditional web services and how demanding they are on resources when mobile environment constraints are considered.

The configuration presented in this section does not suggest a one size fits all WS-Security configuration for all mobile web services. An appropriate configuration is dependent on the unique requirements of a particular deployment. Deployment specific security needs may render the configuration presented here inappropriate because it may provide good performance in the light of mobile environment constraints, but a poor level of security if it does not meet these needs.

The consideration of every deployment specific security need is intractable. To this end, the configuration presented is general because it takes into consideration the mobile environment constraints common to all mobile web services only. This generalisation provides reasonable criteria with which to examine the provision of interoperable end-to-end mobile web services security. This criteria forms a base set of WS-Security mechanisms that a smartphone platform must support for the provision of interoperable mobile web services security. Each WS-Security mechanism within this set is analysed under the security challenge it meets. However, these mechanisms are mostly relevant to device constraints. The aspect of the configuration that deals with network constraints is considered separately from these mechanisms.

4.7.1 Network Constraints

Section 4.4.2 discusses that one of the drawbacks of WS-Security is the extra data that needs to be sent across the network and mitigation of this data growth is desirable. However, for the purposes of this study, the message reduction must be done in a manner interoperable with traditional web services. Ng et al. [2005] compare data compression, binary XML encoding and MTOM as options for reducing message sizes. Their results show that in cases where XML Encryption and XML Signature are applied, binary XML encoding performs the best followed by MTOM
and finally data compression. MTOM is chosen to mitigate the impact of network constraints because it is standardised and may reduce the sizes of secured messages end-to-end.

Kangasharju [2007] states that the only XML binary encoding available for mobile devices is Xebu. However, Xebu, while open source, is not subject to any standardisation process, such as the process that is underway for EXI. It is also the authors experience that traditional web services do not support this type of encoding. Xebu is not considered because it may result in non-interoperability with traditional web services.

MTOM is the next best performing approach [Ng et al., 2005] and unlike Xebu it is standardised as a W3C recommendation. However, it has the drawback of optimising only the sections of a message that are Base64 encoded. It is relevant only for reducing message sizes that contain binary such as that resulting from meeting the challenges of confidentiality and integrity.

Section 4.4.2 rules out XML data compression as an option because its usage requires non-standard extensions to XML Encryption which may result in non-interoperable security. The use of compression at the transport level, as demonstrated by Kangasharju [2007], is also inappropriate because it suffers from the same inadequacies as transport layer security. Such compression is reliant on intermediaries for its establishment and is out of the control of the two endpoints. The above-mentioned reasons and the finding by Ng et al. [2005] that data compression performs worse than MTOM when XML data is encrypted and signed, rule out data compression as an option for the configuration presented.

Despite the "drawback" of selective optimisation carried out by MTOM, it is selected for the configuration presented here. It is a more desirable option than XML binary encoding because it is standardised and it performs better than data compression. The following sub-sections consider mechanisms that meet web services messaging security challenges within the device constraints faced by mobile web services.

4.7.2 Confidentiality

Although encryption provides confidentiality section 4.4.1 discusses the adverse performance effect that such cryptographic operations have on mobile web services. Symmetric encryption is less resource demanding than asymmetric encryption and therefore more appealing for the smartphone. However, unlike asymmetric encryption, symmetric encryption requires the encryption keys to be mutually known [Ferguson and Schneier, 2003]. The problem of key exchange is factored into the strategy for this reason.

It is not surprising, when device constraints are considered, that GSM and UMTS networks provide for confidentiality with symmetric encryption [van der Merwe, 2003] [Kasera
and Narang, 2005]. The problem of key exchange on these networks is solved by pre-loading symmetric keys onto the SIM. WS-Security explicitly describes an alternative solution to the problem of key exchange and this entails encrypting a symmetric key with asymmetric encryption [Nadalin et al., 2006a]. This encrypted symmetric key is then shared between the encrypting and decrypting entities.

The approach of combining symmetric and asymmetric encryption is selected to meet the challenge of confidentiality. This is similar to the related work by Helander and Xiong [2005] which demonstrates an efficient combination of the two techniques on resource constrained devices. This efficiency is achieved by utilising asymmetric encryption for the encryption of symmetric keys only. This combination is still less efficient than the GSM/UMTS approach which requires no asymmetric encryption because the symmetric key is shared when the SIM is manufactured. However, the GSM/UMTS approach is not considered because it does not apply to smartphones on networks that do not utilise the SIM.

The GSM/UMTS approach limits the number of providers that mobile requesters interact with because the requesters may interact only with providers whose keys are loaded when the SIM is manufactured. The combination of symmetric and asymmetric encryption allows for requester interaction with an unlimited number of providers because a provider’s public key may be extracted from its publicly available digital certificate. The requester may download as many provider certificates as it wishes and generate a symmetric key for each.

Meeting the challenge of integrity also requires a consideration of symmetric and asymmetric cryptography

4.7.3 Integrity

The generation of digital signatures with symmetric signature generation algorithms is selected for providing integrity because symmetric cryptographic operations are less resource intensive than asymmetric ones [Ferguson and Schneier, 2003]. These algorithms also require a secret key to be shared but this problem is already solved with the key exchange for the encryption mentioned in the previous sub-section. The symmetric key utilised for encryption is utilised for signing data. However, the savings accrued from choosing symmetric algorithms over asymmetric algorithms may be minimal because XML canonicalisation causes the greatest overhead for XML Signature processing [Shirasuna et al., 2004].

The configuration described here identifies a minimum set of mechanisms that are used to identify whether a smartphone platform can provide interoperable end-to-end mobile web services security. The provision of an optimised canonicaliser does not improve this interoperabil-
ity and is therefore not a one of mechanism covered by the configuration. The provision of a symmetric signature generation algorithm is the only criteria identified for the strategy. This algorithm also provides for data authentication.

4.7.4 Authentication and Message Uniqueness

Peer and data authentication are identified in section 3.4.1 on page 35 as two types of authentication that may require different approaches. The challenge of message uniqueness is mentioned here with peer authentication because the configuration uses the same token to meet both challenges.

The username token is selected because it is the only token reviewed by the WS-I that plays the dual role of authentication and message uniqueness [Schwarz et al., 2007]. This approach is efficient because it allows two challenges to be met with one process. Another authentication token such the X.509 certificate requires another mechanism to be deployed for message uniqueness.

Data authentication is already provided for by the XML signature process that provides integrity. There is no need for a data authentication mechanism apart from that which meets the challenge of integrity. The verification of a digital signature in a message allows the provider to assume that the entity with which it shares the secret key, is the entity that created the signed data.

The authentication discussed thus far is only one way, that is a requester authenticating with a provider. However, the authentication of the provider by the requester may be assumed because a requester may need a copy of the provider’s digital certificate to extract the provider’s public key. This public key is used in the asymmetric encryption of the symmetric key mentioned in section 4.7.2. The identity of the provider may be determined through certificate validation and this may be managed through a smartphone platform’s certificate management functionality. The Symbian, Java ME and Windows Mobile smartphone platforms provide functionality to manage certificates and the degree to which they are trusted [Symbian Software, 2007, Ortiz, 2005, Microsoft Corporation, 2007a].

4.8 Summary

This chapter provides a platform and cellular network independent configuration for the provision of WS-Security for mobile web services. Table 4.1 shows the configuration of mechanism within the configuration. The two considerations behind this configuration are interoperability
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<table>
<thead>
<tr>
<th>Device Constraints</th>
<th>Network Constraints</th>
</tr>
</thead>
<tbody>
<tr>
<td>Confidentiality</td>
<td>Symmetric and Asymmetric Encryption Algorithms</td>
</tr>
<tr>
<td>Integrity</td>
<td>Symmetric Signature Algorithm</td>
</tr>
<tr>
<td>Authentication</td>
<td>Username Token</td>
</tr>
<tr>
<td>Message Uniqueness</td>
<td>UsernameToken</td>
</tr>
</tbody>
</table>

Table 4.1: Mobile web services security configuration

and resource efficiency. Interoperability is a theme central to this thesis and the resource efficiency of mechanism is important because of the unique mobile environment constraints.

Interoperability and resource efficiency may in some cases be anti-thetical, for example binary XML encodings perform better than MTOM, but the standardisation of MTOM facilitates better interoperability. In other cases, a mechanism may offer efficiency gains without adding any value to the proposition of interoperability with traditional web services, for example an optimised canonicaliser.

This thesis is concerned with the interoperability issues faced by mobile web services when they interact with end-to-end secured traditional providers. The configuration presented in this chapter considers interoperability as a primary goal and efficiency as a secondary goal. This explains why MTOM is selected for the configuration over XML binary encoding options such as Xebu and why optimised canonicaliser are not mentioned by it. The following chapter discusses the implementation of the configuration presented here.
Chapter 5

Experiment

5.1 Introduction

The research goals of this thesis are laid out in section 1.5. The first goal of identifying an appropriate means to achieve interoperable, end-to-end, mobile web services security has been met in previous chapters. WS-Security was identified in chapter 3 as an end-to-end web services standard suitable for mobile web services. The mobile WS-Security configuration described in chapter 4 outlined a minimum set of mechanisms that a smartphone platform must support to be considered capable of providing interoperable, end-to-end, mobile web services security.

This chapter is concerned with the second research goal of determining the feasibility of implementing interoperable, end-to-end, mobile web services security. The feasibility of implementing WS-Security on smartphone hardware is demonstrated in the related work presented in section 4.6 and is considered a solved problem. This chapter is concerned with the software feasibility of implementing interoperable, end-to-end, mobile web services security. The term software feasibility here refers to the adequacy of available software libraries.

The investigation into this feasibility is conducted through an experiment with objectives which are laid out in the second section of this chapter. The experiment attempts to implement the mobile WS-Security configuration provided in the previous chapter. The introduction of experiment objectives is followed by a description of the method and technology used to carry out the experiment. The remainder of the chapter presents the findings of the experiment through a description of the attempted implementation of the mobile WS-Security configuration.
5.2 Experiment Objectives

The experiment set up in this chapter meets the second thesis research goal of determining the feasibility of interoperable, end-to-end, mobile web services security. This goal has two sub-goals that determine the nature of the experiment. These two sub-goals are described in this section as objectives of the experiment.

5.2.1 To Examine the State of Current Libraries

Current, WS-Security-enabling, smartphone software libraries are analysed through an implementation of the mobile WS-Security configuration detailed in section 4.7. The failures experienced in the implementation of the configuration are noted when they are due to inherent shortcomings of the libraries.

The development of a new API that implements the configuration is not an objective of this experiment per se. The development of a new API is carried out only when it aids the analysis of other existing APIs. The smartphone platforms used in the experiment are selected on the basis of how widely applicable the results from analysing their APIs, will be.

5.2.2 To Present Cross-Platform Results

Results that apply to all smartphones are the most desirable because they allow conclusions to be drawn about the mobile web services field in general. However, the generation of such results is impractical because of the fragmentation of the smartphone environment described in section 4.3.1, and the lack of a universally adopted smartphone platform.

The fragmentation of the smartphone environment makes the generation of results that apply to every smartphone intractable because a requester needs to be ported to every type of smartphone platform. The intricacies of each platform make this a complex task. The differences between the Symbian C++ language and the C++ language used to develop Window Mobile applications illustrates the complexity of such a porting effort [Wigley, 2005]. The two C++ languages are so different that they even define different C++ language primitives.

A porting effort would not be needed if a universally adopted smartphone platform existed. The Java ME platform is described by Klingsheim et al. [2007] as the most popular smartphone development platform but it is not found on all smartphones. An example is the Apple iPhone Software Development Kit (SDK) which is scheduled for release in February 2008 and will support native applications only [Jobs, 2007]. Java ME applications are not native applications
because they run on a Java Virtual Machine (JVM) [Li and Knudsen, 2005].

The difficulty of generating results that apply to all smartphones requires the selection of an alternative approach that also allows conclusions to be drawn about the mobile web service field in general. It is possible to provide results that are cross-platform. The term cross-platform is used here to refer to results that apply across multiple operating systems as opposed to across smartphone platforms. Such results allow general conclusions to be drawn about the mobile web services field because they do not refer to a single device or operating system manufacturer. These results are generated using the method described in the following section.

5.3 Method

The analysis of smartphone APIs is carried out by implementing the test configuration with existing APIs. The first experiment objective of analysing the state of current APIs, limits the experiment to developing new APIs only when they facilitate the further analysis of existing APIs. The development of new APIs is further limited to those parts of the configuration listed under the configuration’s device constraints. This limitation is necessary in order to focus on those aspects of the configuration that influence interoperability.

The absence of the configuration parts specified under network constraints does not have an impact on a mobile requester’s ability to communicate with an end-to-end secured provider. The absence of MTOM support decreases the practicality of a WS-Security-secured mobile web services transaction because of the increased message sizes resulting from WS-Security, as was discussed in section 4.4.2. However, a requester may still interact with an end-to-end provider without MTOM.

In contrast, the absence of the configuration components specified under the device constraints prevents a requester from interacting with an end-to-end provider. The parts specified under the devices constraints are considered to be critical. To this end, an implementation of these critical components is conducted when existing components are found to be inadequate or do not exist. MTOM support is not implemented because it does not aid in determining whether a requester may interact with an end-to-end secured provider. The rest of the method described in this section details the approach taken in the investigation of critical aspects of the configuration.
5.3.1 Top-Down Analysis of APIs

Figure 5.1 identifies the types of smartphone API that work towards the implementation of the mobile WS-Security configuration. They are presented in a hierarchy based on the discussion of WS-Security in section 3.6. This discussion shows that WS-Security is built on XML security specifications such as XML Encryption. These XML security specifications are in turn built with XML processing and cryptography APIs.

The hierarchical model, shown in figure 5.1, facilitates a top-down analysis of smartphone APIs that play a role in the provision of interoperable, end-to-end, mobile web services security. WS-Security APIs are investigated first. New WS-Security APIs are built with XML security APIs when existing WS-Security APIs are inadequate or absent. New XML security APIs are built with base XML and cryptography APIs where existing XML security APIs are also inadequate or missing. This top-down analysis ends when XML and cryptography APIs are absent or inadequate to build XML security APIs. These base APIs are not built because such an effort does not aid the analysis of any lower level APIs. This top-down analysis of smartphone APIs is carried out using the approach described in the following section.

5.3.2 Practical Approach to the Analysis

The top-down analysis introduced in the previous section is driven by whether the APIs in a particular category adequately fulfil their role in implementing the mobile WS-Security configu-
ration. APIs existing at a lower level of the hierarchy are analysed only if the APIs at the current layer under investigation are incapable of fulfilling their role. The definition of these roles enables the analysis to take place. The roles are identified through a mapping of the API categories to the requirements of the mobile WS-Security configuration.

5.3.2.1 WS-Security API

WS-Security APIs must coordinate the XML security APIs to apply the mobile WS-Security configuration mechanisms to a SOAP message. The XML security APIs may expose independent functionality, for example one library may sign XML and another may encrypt XML. It is the responsibility of the WS-Security API to combine such functionality to secure a SOAP message.

5.3.2.2 XML Security API

The XML security APIs must directly implement the mobile WS-Security configuration mechanisms that meet the challenges of confidentiality, integrity, authentication and message uniqueness. Confidentiality must be met through the asymmetric encryption of symmetric keys and the symmetric encryption of XML according to XML Encryption. The challenge of integrity must be met by symmetric signature generation according to XML Signature.

The XML security APIs must insert WS-Security tokens into a SOAP message. The mobile WS-Security configuration dictates that the username token must be used to meet the challenges of authentication and message uniqueness. XML security APIs must support the creation and insertion of this token into a SOAP message. The failure of existing XML security APIs to meet the challenges of confidentiality, integrity, authentication and message uniqueness as dictated by the mobile WS-Security configuration, requires new XML security APIs to be constructed from XML and cryptography APIs.

5.3.2.3 XML and Cryptography API

The XML APIs must enable the XML security APIs to insert WS-Security tokens into SOAP messages and transform XML into a format upon which cryptography operations may act. The cryptography APIs must provide the symmetric and asymmetric cryptography algorithms required by the XML security APIs. The symmetric AES and asymmetric RSA encryption algorithms are selected for the encryption carried out during the experiment because they are considered de facto industry standards [Ferguson and Schneier, 2003]. The adoption of these algorithms within industry means that they are likely to be supported by a secure provider.
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The HMAC-SHA1 symmetric algorithm is used to generate signatures in the experiment. The HMAC-SHA1 algorithm is selected because HMAC must be carried out on platforms that support the TLS protocol [Dierks and Rescorla, 2006]. A secure provider is reasonably expected to implement the HMAC-SHA1 algorithm because TLS is the most popular mechanism deployed to secure web services. This popularity means that a secure provider will at least support TLS and HMAC [Kearney, 2005].

The end-to-end security that is enabled by these cryptography algorithms is necessitated by the possible existence of intermediaries. The reason why intermediaries are not implemented in the experiment, forms the final topic of discussion concerning the experiment method.

5.3.3 The Exclusion of Intermediaries from the Experiment

The implementation of the mobile WS-Security configuration is carried out on mobile requesters and a traditional provider only. Intermediaries are not deployed because this does not add value to the research presented. The implications that intermediaries have on end-to-end security are discussed in section 3.5.1.1 and WS-Security is selected because it deals with these issues. The deployment of the intermediaries within the experiment would serve only to prove that WS-Security is appropriate for securing a web services transaction with intermediaries along the message path. This has been established in section 3.6 and is out of the scope of the discussion because the experiment is concerned with whether a mobile requester may interact with an end-to-end secured provider.

5.4 Implementation of the Mobile Requester

This section introduces the mobile platforms utilised in the experiment. Each of these platforms introduce implementation-specific issues that are also considered in this section. The hardware devices used in the experiment are also introduced here.

5.4.1 Selection of Platforms

The Java ME [Li and Knudsen, 2005] and .NET Compact Framework (CF) [Fox and Box, 2004] are selected as the smartphone platforms for the implementation carried out in the experiment. These platforms are selected because they meet the objective of providing widely applicable results. Java ME is available across multiple smartphone operating systems including Symbian, Windows Mobile, Palm OS, Linux and the proprietary RIM OS that runs on Blackberry devices.
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Statistics from 2005 show that there are over 86 Java ME licensees and one billion mobile devices comprising of over 600 different models that support Java ME [Teder, 2006]. The results obtained with Java ME are consistent with the second implementation objective of providing cross-platform results.

Microsoft’s .NET CF may be considered as a direct competitor to Java ME because of its similarities to Java ME [Teder, 2006]. .NET CF applications run on a smartphone’s operating system via a “virtual machine” in a similar fashion to Java ME applications [Fox and Box, 2004] [Li and Knudsen, 2005]. The .NET “virtual machine” is referred to as the Common Language Runtime (CLR) and any operating system that has a CLR running on it may run .NET CF applications.

Despite this potential, Microsoft provides a .NET CF CLR for Microsoft smartphone operating systems only [Siegemund et al., 2006]. These operating systems accounted for 11% of the smartphone operating system market in 2006 [Canalys, 2007]. There is ongoing work to provide CLRs for other smartphone operating systems such as Net60 for Symbian [Red Five Labs, 2007]. Net60 runs .NET CF 1.0 applications on the Symbian operating system. The Symbian operating system accounted for 67% of the smartphone operating system market in 2006 [Canalys, 2007]. Such efforts to port CLRs suggest that the potential for .NET CF applications to run across multiple operating systems may be realised in the future. It is partly for this potential that the .NET CF is selected. Although the results generated in this thesis mostly apply to the Windows Mobile smartphones, they may apply widely in near future, for example when the final version of Net60 is launched.

The other reason the .NET CF is selected is that it allows the results obtained from the Java ME platform to be compared with results from a similar platform. This comparison provides context to the results generated. When both platforms share a shortcoming, it may be considered as a problem for the mobile web services field in general. When a shortcoming is evident in only one platform then it may be considered as a platform specific problem as opposed to one that affects the mobile web services field in general.

The Symbian operating system hosts programmable platforms that provide mobile web services, for example the S60 platform C++ APIs [Hirsch et al., 2006]. It is not selected for the experiment and this decision requires explanation because it is the dominant smartphone operating system [Canalys, 2007]. The generation of results on a platform like S60, although not cross-platform, would apply to the majority of smartphones on the market because of Symbian’s market dominance.

The generation of such results is avoided because they apply to one type of operating system only and in the case of S60, mostly to the device manufacturer Nokia. This contradicts the
implementation objective of providing cross-platform results. Implementation-specific details of
the Java ME and the .NET CF with regard to their use in the experiment are provided in the
following sub-sections.

5.4.2 Java ME Platform Considerations

Applications for the Java ME platform are developed with the Java language and the platform
is split into configurations, profiles and optional APIs [Li and Knudsen, 2005]. Configurations
specify a Java Virtual Machine (JVM) for a set of devices and a base set of APIs common to
these devices. Section 4.2 mentioned that smartphones fit into the set of devices covered by the
CLDC.

Java ME profiles are layered on top of configurations and they provide APIs for developing
Java ME applications [Li and Knudsen, 2005]. The Mobile Information Device Profile (MIDP)
is a profile that runs on top of the CLDC and the applications that are developed with MIDP
are called MIDlets. The MIDP APIs are considered to be the minimum set of capabilities that
“achieve broad portability and successful deployments” [JSR 118 Expert Group, 2006].

Optional APIs provide functionality that is not included in profile APIs [Li and Knudsen,
2005]. The J2ME Web Services Specification API (JWSA) and the Security and Trust Services
API for J2ME (SATSA) are optional APIs of interest to this thesis [Ellis and Young, 2004] [JSR
177 Expert Group, 2004].

The Java ME requester is implemented as a MIDlet developed with MIDP 2.0 [JSR 118 Ex-
pert Group, 2006]. MIDP 2.0 is selected because it specifies the latest set of MIDP APIs. MIDP
2.1 is a maintenance release of MIDP 2.0 and it does not specify any new APIs. It provides
clarification on the MIDP 2.0 APIs to aid the API fragmentation prevention effort of the Mo-
bile Service Architecture (MSA) [Sharp, 2007] [JSR 248 Expert Group, 2006]. The MSA is a
continuation of previous efforts to prevent the fragmentation of the Java ME platform caused by
optional APIs [Teder, 2006]. The differences between MIDP 2.0 and MIDP 2.1 are not consid-
ered relevant to this thesis.

5.4.3 .NET Compact Framework Platform Considerations

.NET CF applications may be developed with the C# or Visual Basic languages [Janecek and
Hlavacs, 2005]. C# is chosen as the language for developing the .NET CF requester because the
author is more familiar with it than he is with Visual Basic.

The .NET CF provides a uniform set of APIs through its class libraries [Fox and Box, 2004].
This is unlike the Java ME platform which has API fragmentation problems due to the variation in configuration, profile and supported optional APIs. This difference is demonstrated by the mobile web services which are provided by default on the .NET CF but as optional APIs on the Java ME platform [Teder, 2006]. However, some of the class libraries are not guaranteed to work across all Microsoft operating systems on which the .NET CF runs [Wilson, 2003]. An example is the InputPanel .NET CF class which is used to implement an on-screen keyboard for devices running the Microsoft Pocket PC operating system. This class throws an error when it is instantiated on a CLR running on the Microsoft Windows CE operating system.

The .NET CF requester is built on .NET CF version 2.0 and version 1.0 [Wilson, 2005]. Version 2.0 is, at the time of writing, the latest stable version of the .NET CF offered by Microsoft. The .NET CF version 1.0 requester is run on the Net60 platform because Red Five Labs have implemented this version with Net60 [Red Five Labs, 2007].

5.4.4 Mobile Hardware

The Nokia N80 smartphone is used as the device on which the Java ME part of the experiment is carried out. The N80 has a dual ARM central processing unit (CPU) with a clock speed of 220 MHz and 64 MB of SDRAM memory [Nokia Corporation, 2007]. This smartphone is selected because it supports MIDP 2.0, JWSA and SATSA. The Net60 platform is also installed on the smartphone to demonstrate the applicability of the .NET CF results on a non-Microsoft operating system.

The device chosen for the .NET CF experiment is an iMate Jamin. The Jamin has a OMAP 850 processor with a clock speed of 200MHz, 64 MB of RAM and 128 MB of ROM. It is chosen because it runs Windows Mobile 5.0 which supports both version 1.0 and 2.0 of the .NET CF [Wilson, 2005]. Windows Mobile 5.0 was the latest Windows Mobile version at the time of conducting the experiment, although version 6 is now available for some devices.

The N80 and Jamin have WLAN capabilities and all communication with the provider during the experiment is done via a WLAN. The use of a WLAN as opposed to an operator network, such as GSM, does not influence the results of the experiment because the SOAP protocol is agnostic of the lower level protocols that transport it, as mentioned in section 2.4.1. The WLAN was selected for the experiment because the author could excersize some control over its availability and did not need to pay for its use. The implementation of the provider is discussed in the following section.
5.5 Implementation of the Traditional Provider

A secure calculator web service provider is implemented with the Java language and is deployed on the GlassFish Application Server [Sun Microsystems, 2007i]. The open source GlassFish server provides the code on which the production quality Sun Java System Application Server is based [Sun Microsystems, 2007g]. The Sun Java System Application Server is not used in the experiment because it did not contain the Metro web services stack at the time of conducting the experiment [Sun Microsystems, 2007j]. Metro is available on GlassFish version 2 and it consists of the Java Architecture for XML Binding (JAXB) API [Ramesh Nagappan et al., 2003], the Java API for XML-Based Web Services (JAX-WS) [Kohlert and Gupta, 2007] and WSIT [Sun Microsystems, 2007h].

WSIT is the component of Metro that assists the experiment because it provides the functionality to secure a web service and apply MTOM in a manner that is interoperable between Java and .NET implementations [Sun Microsystems, 2007h]. This technology is favourable for the experiment because one of the mobile requesters is implemented on the .NET CF platform. Interoperability problems may arise from the differences between the Java and .NET platforms, for example one platform may map a data type into XML in a manner not understood by the other platform [Ye, 2004]. WSIT addresses these platform interoperability concerns and eliminates the need to consider them in the experiment results. Interoperability problems unearthed by the .NET CF part of the experiment may be isolated to shortcomings of the mobile requester platform as opposed to fundamental interoperability problems between the .NET and Java platforms.

Securing the calculator web service with the configuration presented in section 4.7 is simplified by an example provided in the WSIT tutorial that demonstrates how the mechanisms in the configuration may be applied [Sun Microsystems, 2007h]. The rest of this chapter details the testing carried out in the experiment. The .NET CF part of the tests are presented first because they yield the most success.

5.6 Microsoft .NET Compact Framework Tests

This section details the testing done on the Microsoft .NET CF version 2.0. A .NET CF calculator application that prompts a user for two integers and displays the result of their addition is built. This application sends the two integers to a provider via a .NET CF SOAP proxy object [Fox and Box, 2004]. This proxy object inserts the integers into a SOAP message and sends a message to the provider. The proxy object waits for a response message and the result carried in the
response message is passed back to the .NET CF application. The application and the proxy object with which it interfaces constitute the .NET CF requester. The proxy object is of interest to the experiment because it is responsible for creating SOAP messages and is therefore best placed to secure them.

The standard API that provides WS-Security on the .NET Framework is the Microsoft Web Services Enhancements (WSE) library. The use of this library on the .NET CF is considered first.

### 5.6.1 Microsoft Web Services Enhancements (WSE)

The WSE provides extra web services functionality including WS-Security for .NET web services [Microsoft Corporation, 2007b]. The WSE adds value to SOAP messages by applying a set of filters on the messages as they leave and arrive at a web services entity, as shown in figure 5.2 [Microsoft Corporation, 2007c]. The filter approach requires the requester proxy class to be modified but leaves the requester .NET application unchanged.

Fox and Box [2004] state that the WSE is unavailable for .NET CF 1.0 and the Microsoft Developer Network (MSDN) forums indicate that it is also unavailable for the .NET CF 2.0 [MSDN Forums, 2006]. In the light of this absence, third party WS-Security APIs are sought. The MSDN Forums point to the Smart Device Framework (SDF) by OpenNetCF Consulting [2007].

The SDF provides the functionality of the WSE 2.0 on the .NET CF. These libraries are contributed by Casey Chesnut [Chesnut, 2004]. Fox and Box [2004] also reference his libraries when discussing WSE implementations on the .NET CF. The latest edition of the WSE is version 3.0 and the author finds no evidence that the SDF implements this version. However, the author could find no other publicly available libraries that attempt to implement WSE or WS-Security.
on the .NET CF. An attempt to implement the mobile WS-Security configuration with the SDF is carried out for this reason.

5.6.2 The Smart Device Framework

The SDF provides functionality that is missing from the Microsoft .NET CF class libraries but is demanded by developers [OpenNetCF Consulting, 2007]. An example of such functionality is that of the WSE.

The SDF documentation is poor. The online SDF API reference names the SDF classes but does not provide any further description of them, for example the names and details of the public class members. It may be assumed that the WSE documentation by Microsoft applies to the SDF because the SDF is an implementation of the WSE. However, the WSE names its classes differently from those of the SDF and this complicates any attempt to use the WSE API documentation to understand the SDF.

Examples demonstrating how to use the SDF to implement WS-Security are also limited. The only such demonstration found by the author is by Chesnut [2004]. This demonstration shows that WS-Security is implemented with the SDF in a different manner from that in which it would be implemented with the WSE. The WSE provides a new class from which SOAP proxy classes must inherit [Microsoft Corporation, 2007c]. .NET requesters usually derive their proxy classes from the System.Web.Services.SoapHttpClientProtocol class but the proxy of a requester using the WSE must inherit from the Microsoft.Web.Services2.WebServicesClientProtocol class. Requester WSE filters are applied using the methods of this proxy base class. The WSE uses SOAP extensions to apply filters for the provider. A SOAP extension is a .NET Framework class that provides access to incoming and outgoing SOAP messages before and after they are serialised [Shepherd, 2004]. The SDF differs from the WSE by using SOAP extensions for securing requester SOAP messages instead of a new proxy base class.

The lack of documentation and examples of the SDF’s WS-Security functionality requires some effort to understanding how the SDF works to provide WS-Security. This understanding allows a more critical analysis to be conducted in the investigation of the SDF’s capability to provide interoperable, end-to-end, mobile web services security.

The SDF version 2.1 is the latest edition of the libraries and its commercial version ships with its source code. This source code and the examples from Chesnut [2004] were used to gain some insight into the SDF.
5.6.2.1 SDF WS-Security Classes

Figure 5.3: WS-Security components of the SDF.

Figure 5.3 maps the SDF WS-Security related classes to the API hierarchy presented in section 5.3.2. The SDF exposes WS-Security API functionality with SOAP extensions. These SOAP extensions call XML security handler classes to encrypt, sign and add WS-Security tokens to a SOAP message. The SDF uses the .NET CF and its own XML processing classes to modify the SOAP messages. The SDF provides cryptography classes that the .NET CF does not provide, for example the HMAC-SHA1 algorithm.

The mapping presented in figure 5.3 demonstrates that the SOAP extension classes coordinate the actions of lower level handler classes that secure a SOAP message directly. The main XML security handler classes provided by the SDF are: the `HeadersHandler` class, `XmlSigHandler` class and `XmlEncHandler` class.

The `HeadersHandler` class adds SOAP headers that do not represent a WS-Security token or carry information for the XML Encryption and XML Signature processes. Examples of these headers include WS-Addressing elements such as the `<To>` element [Gudgin et al., 2006]. The WS-Addressing specification details how transport-related information is placed inside a SOAP envelope such that a SOAP message is not reliant on transport protocols to deliver this information.

The `XmlEncHandler` class adds WS-Security tokens to the message and encrypts SOAP message parts. The `XmlEncHandler` class is instructed on what tokens to add, what message
parts to encrypt and how to encrypt the parts by an XMLEncObject class. The XMLEncObject class contains members representing the tokens that must be added to a message and the parameters for the XML Encryption process that is carried out by the XMLEncHandler class. Examples of such parameters include the message parts that must be encrypted, encryption algorithms and encryption keys.

The XmlSigHandler class signs SOAP message parts and it is similar to the XMLEncHandler class because it may also add WS-Security tokens to a SOAP message. The XmlSigHandler class is configured by a XMLSigObject that is similar to the XMLEncObject. The XMLSigObject specifies tokens the must be added to a message and contains members that allow for the setting of parameters for the XML Signature process carried out by the XMLSigHandler class. Examples of these parameters include the message parts to be signed, signature generation algorithms and signing keys. Such interactions between these XML security classes and the SOAP extensions, when implementing the mobile WS-Security configuration, are detailed in the following discussion.

### 5.6.2.2 The Mobile WS-Security Configuration with the SDF

The sequence diagram shown in figure 5.4 on the next page illustrates how the SDF is used to apply the mobile WS-Security configuration. This sequence diagram, like others that follow, does not strictly adhere to the Unified Modelling Language (UML) [Booch, 2000]. The interactions between the classes shown in the sequence diagram are not represented as method calls but as textual descriptions of the interactions. This deviation from UML is taken because it is the author’s intent to describe these interactions rather than model the design of the SDF. The sequence diagram simplifies a real world web services transaction because it considers the securing of the request message only and not the handling of a secure response message. However, this simplification does explain how the SDF is used to implement the mobile WS-Security configuration.

The configuration mechanisms are set through the relevant members of the XMLEncObject and XMLSigObject classes by the .NET CF application. An example of how the symmetric AES algorithm parameter for the XML Encryption process is set up, through the XMLEncObject, is shown in the following snippet:

```csharp
OpenNETCF.Web.Services2.XmlEncObject xeo = new OpenNETCF.Web.Services2.XmlEncObject();
xeo.SymmAlg = new AES128();
xeo.SymmAlg.GenerateKey();
```
Figure 5.4: Sequence diagram of SDF class interactions.
The .NET CF application calls the proxy object’s web service call method. This method is annotated with C# attributes that apply the the `WsExtension` and `HeadersExtension` SOAP extension classes provided by the SDF.

```csharp
[OpenNETCF.Web.Services2.HeadersHandler()]
[OpenNETCF.Web.Services2.WsExtension()]
public new int add...
{
    object[] results = this.Invoke("add",...);
    return ((int)(results[0]));
}
```

The `HeadersExtension` SOAP extension calls the `HeadersHandler` class to add SOAP headers. The `WsExtension` SOAP extension invokes the `XMLEncHandler` class and then the `XMLSigHandler` class. Invoking the classes in this order encrypts and then signs the encrypted message. Figure 5.4 on the preceding page illustrates that the `XMLEncHandler` class and `XMLSigHandler` classes get the instructions of how to process the message from the `XMLEncObject` and `XMLSigObject` respectively. An example code snippet of this interaction cannot be reproduced here because the software license employed by OpenNetCF Consulting [2007] does not allow this. The `XMLSigHandler` returns the message to the `WsExtension` SOAP extension which returns the secured message to the proxy object. The proxy object sends the message to the provider. The implementation of the mobile WS-Security configuration with the SDF fails. The following shortcomings are identified as reasons for this failure.

### 5.6.3 Shortcomings of the SDF

The mobile WS-Security configuration cannot be implemented with the SDF classes. The shortcomings of the SDF in this regard are found in the configuration sections that deal with network constraints, confidentiality and integrity.

#### 5.6.3.1 Network Constraints

The SDF does not support MTOM. This is expected because MTOM is supported as of WSE 3.0 and the SDF is an implementation of WSE 2.0 [Microsoft Corporation, 2005]. This is not a serious shortcoming when interoperability is concerned because it is possible for a mobile
.NET CF requester that does not support MTOM to interoperate with a secured provider. The following shortcomings are more critical because they affect the ability of a requester to interact with a secured provider.

5.6.3.2 Confidentiality

The SDF supports the sharing of a symmetric key by using the EncryptedKey mechanism specified by WS-Security but it does not provide the functionality required to encrypt `<wsse:Security>` header elements. This affects WS-Security tokens such as the username token which are carried in the clear as a result of this shortcoming.

5.6.3.3 Integrity

Although the SDF does not support the encryption of `<wsse:Security>` header elements, it supports the signing of some of these elements. The noticeable exception found during the experiment is the lack of support for signing the username token. The SDF does not provide means to specify that this token must be signed when it is attached.

The second integrity shortcoming found is the inability of the SDF to create signatures with the same key that is used for encryption. The SDF supports symmetric signature generation with derived keys only and it possesses the means to derive a key from the username token as specified by WS-Security Username Token Profile [Nadalin et al., 2006d]. This provides an interoperable alternative to the creation of signatures with a symmetric key. This approach is frowned upon by the WS-Security Username Token Profile because a user may select a weak password, allowing the a malicious entity to guess the password and trivially derive the key [Nadalin et al., 2006d]. It is for this reason that the SDF implementation of symmetric key signature generation is rejected. The SDF inability to use the symmetric encryption key to sign XML is considered a shortcoming.

5.6.3.4 Summary of SDF Shortcomings

The failed implementation of the mobile WS-Security configuration with the SDF forms the analysis carried out at the WS-Security API layer shown in figure 5.1. The top-down analysis approach requires that a WS-Security API is built with the XML security APIs when existing WS-Security APIs cannot implement the configuration. However, the shortcomings that prevent the WS-Security APIs from implementing the configuration are inherent to the underlying XML handler classes that exist at the XML security API layer. An example is the inability to use the same key for encryption and signature generation which is a failing of the XMLSigHandler
class. The SDF XML security API classes are modified to build a WS-Security API class that implements the configuration. This class is in the form of a custom SOAP extension named GFExtension. This class leverages the modified SDF XML security API classes.

5.6.4 Modification of the SDF XML Security Classes

The classes that exist at the XML security API layer are modified to enable the construction of a WS-Security API that supports the implementation of the mobile WS-Security configuration. The modifications form the analysis carried out at the XML security API layer shown in figure 5.1. These modifications are built into new C# classes that inherit from the SDF XMLEncObject, XMLSigObject, XMLEncHandler and XMLSigHandler classes. These new classes represent improvements to the SDF and not a re-implementation per se. The changes introduced in these classes overcome the shortcomings of the SDF detailed in this section. The SDF license does not allow modifications to the source code of its latest version to be redistributed although some of the code is taken from open source projects. The SDF XML canonicaliser is taken from the open source Mono Project [Mono Project Community, 2007]. Source code snippets of the modifications are not provided because of these licensing constraints.

5.6.4.1 Confidentiality

Two new classes are created to overcome the confidentiality shortcomings of the SDF: the GFXMLEncObject class that inherits from the XMLEncObject class and the GFXMLEncHandler class that inherits from the XMLEncHandler class. The string “GF” is prepended to the parent class names to indicate that the new classes are intended to enable interoperability with a web service running on a GlassFish server. This naming convention applies to the rest of the modified SDF classes.

The SDF’s failure to apply XML Encryption to <wsse:Security> header elements is traced to the XMLEncObject class. The XMLEncObject class contains a member variable that names one message part that must be encrypted. This member is always set to name the SOAP body. The GFXMLEncObject class provides a new member that allows for the <wsse:UsernameToken> element to be specified as a target for the XML Encryption process.

The XMLEncHandler class is hard coded to interact with the XMLEncObject class and there is no way to instruct it to use the GFXMLEncObject class. Even if this were possible, the XMLEncHandler cannot create an <xenc:EncryptedData> element other than the one
that represents the encrypted SOAP body. The GFXMLEncHandler class is modified such that other \(<xenc:EncryptedData>\) elements may be created. These changes allow the encryption of the username token and the insertion of the \(<xenc:EncryptedData>\) element that represents the encrypted username token into the \(<wsse:Security>\) header. Two classes are also modified to rectify the integrity shortcomings of the SDF.

5.6.4.2 Integrity

The GFXMLSigObject and GFXMLSigHandler classes inherit from the SDF XMLSigObject and XMLSigHandler classes respectively. The SDF cannot sign a SOAP message with the same symmetric key used for encryption because the XMLSigHandler class does not interface with the XMLEncObject class. Such an interface provides the XMLSigHandler class access to the symmetric key referenced by the XMLEncObject class. The GFXMLSigObject class provides a member that references the GFXMLEncObject class. This allows the GFXMLSigHandler class to access the symmetric key referenced by the GFXMLSigObject class. The GFXMLSigHandler class is further modified to use this symmetric key with the HMAC-SHA1 algorithm for the signature generation and signature verification processes. The generation of the \(<ds:KeyInfo>\) element is modified such that it is able to reference the \(<xenc:EncryptedKey>\) element that holds the encrypted symmetric key.

5.6.4.3 Result of modifications

The modifications detailed in this section allow a .NET CF requester to participate in a transaction with a provider secured with the mobile WS-Security configuration less MTOM. These modifications should in theory apply to all .NET CF platforms that support the SDF. This assertion is tested on the Net60 platform.

5.6.5 Red Five Labs Net60 Testing

The SDF 1.4 is used for testing on the Net60 platform because it is compatible with the .NET CF 1.0 [Struys, 2006]. SDF editions after version 2.0 are compliant with the .NET CF 2.0 only. The requester implemented in the previous section is back-ported to the .NET CF 1.0 and then modified to use SDF 1.4 classes. The SDF 1.4 XML security API classes are changed in the same way that the SDF 2.1 XML security API classes were modified.

Most of the changes carried out in this porting exercise are related to the cryptography API classes. The .NET CF 2.0 provides cryptography support but this support is missing on the
.NET CF 1.0 [Wilson, 2005]. These cryptography libraries are provided by the SDF 1.4 and the requester is modified to utilise these libraries. However, the SDF 1.4 does not support the AES symmetric encryption algorithm and this is problematic because the experiment method described in section 5.3.2 dictates the use of the AES algorithm. This lack of support by the SDF 1.4 requires a compromise to allow the testing on Net60 to proceed and the Triple DES symmetric algorithm is selected because it is the predecessor to the AES algorithm [Schneier, 1996] [Ferguson and Schneier, 2003]. The other changes required during the porting effort are purely aesthetic, for example some SDF libraries appear in a different namespace in the SDF 1.4 to the one they are placed under in the SDF 2.1.

5.6.5.1 Result of Net60 Testing

The port to Net60 fails for reasons that cannot be conclusively established in this thesis. The .NET CF application is loaded successfully and prompts the user for input but it returns an error code of “-5” when the web services method call is made with the SOAP proxy object. A network traffic capture shows that no outward traffic is generated by the requester running on Net60. On device debugging cannot be done with Net60 and this inhibits an attempt to isolate the problem within the requester code.

The SDF 1.4 requester runs successfully on the Microsoft .NET CF 1.0 CLR of the Jamin. An insecure version of the requester is run on Net60 and it successfully interacts with an insecure provider. These two successful runs suggest that the application of security mechanisms to the SOAP message is the cause of the failure to implement the mobile WS-Security configuration on Net60. Cryptography operations are suspected to be the particular source of the failure because some .NET cryptography operations are called from the operating system on which the CLR runs [Freeman and Jones, 2003].

5.6.5.2 Possible Explanation for the Net60 Failure

The Platform Invoke (P/Invoke) feature of the .NET CF allows .NET CF applications running on a CLR to access the libraries of the underlying operating system [Janecek and Hlavacs, 2005]. The operating system libraries are considered to be unmanaged code because they run directly on the hardware of the smartphone. .NET CF code is considered to be managed code because it runs on a CLR that controls its access to the hardware. Support for P/Invoke is possible because Microsoft manufactures CLRs for their operating systems. This allows Microsoft to control how the unmanaged code of the operating system is called by the managed .NET CF code [Janecek and Hlavacs, 2005].
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The .NET CF cryptographic operations that are called from the underlying operating system are provided by .NET classes that have the text “CryptoServiceProvider” appended to their names [Freeman and Jones, 2003]. The RSACryptoServiceProvider class is an example of such classes and it is used in the GFXMLSigHandler class to encrypt the symmetric key with the RSA algorithm. The .NET CF 2.0 and SDF 1.4 versions of this class invoke the RSA cryptography functionality found in the operating system on which the CLR runs. It is suspected that such cryptography operations cause Net60 to fail because they call the functionality of the Windows Mobile operating system, but Net60 runs on Symbian. To this end, Net60 may not be translating these calls appropriately to Symbian.

The explanation provided here for the failure of the Net60 test is speculative and cannot be conclusively backed up with any evidence. The test with Net60 may fail because of an implementation bug in Net60. The latest version of Net60 is, at the time of writing, in the release candidate stage and is expected to contain some pre-release bugs.

5.6.6 Summary of .NET CF Implementation Experiences

The modification of the SDF XML security API classes allow a requester to communicate with a provider when the mobile WS-Security configuration is applied. This demonstrates that interoperable end-to-end mobile web services security may be implemented on the .NET CF. However, this functionality is obfuscated by poor developer support for the SDF.

The lack of comprehensive documentation leaves the SDF source code as the main reference guide for the usage of the SDF. Comments are available in the source code but they are brief. There are also few examples available to developers that demonstrate the use of the SDF in securing a SOAP message. The only examples found are provided by the C# code on the web site of Chesnut [2004]. This code illustrates how a .NET CF application and proxy class may interact with the SDF classes to implement WS-Security.

The examples by Chesnut [2004] are of minimal assistance when the SDF libraries need to be modified to implement the mobile WS-Security configuration because they do not betray the inner workings of the SDF libraries. The SDF modifications may seem trivial but the lack of documentation, detailed source code commenting and examples adds to the complexity of understanding which parts of the SDF require modification. Gaining this understanding takes up most of the time spent on the .NET CF experiment. However, the examples by Chesnut [2004] are slightly helpful because they allow a developer to identify the SDF classes that interface with a requester and then drill down using the SDF source code of these classes. The second part of the experiment requires testing to be done on the Java ME platform.
5.7 Java ME Testing

Java ME web services are implemented with a proxy approach similar to that of the .NET CF [Ortiz, 2004]. The Java ME calculator web services requester consists of a MIDlet that prompts a user for input and a SOAP proxy that is responsible for the construction of SOAP messages. The proxy is referred to as a stub in Java Web services [Ortiz, 2004].

The .NET Framework and Java platforms adhere to the same web services design but differences are noticeable in the nature of the processes driving WS-Security on each of the platforms. The .NET Framework is characterised by a WS-Security implementation process determined by Microsoft. The SDF simply follows Microsoft’s lead instead of pioneering its own effort to provide WS-Security; for example, the SDF is a reimplementation of WSE and not a “new” WS-Security API.

The effort to provide WS-Security for Java is more varied. Independent efforts directed towards the provision of WS-Security exist. For example, the Apache Foundation is working on WS-Security through its Synapse project and the Metro Project is building WSIT on top of the XML and Web Services Security Project [Apache Software Foundation, 2007] [Sun Microsystems, 2007k]. The standardisation of XML Encryption and XML Signature Java APIs is different from that of the WSE because it is a community process carried out through JSR 105 and JSR 106 respectively [Nadalin and Mullan, 2005] [Nadalin, 2005]. Despite the availability of multiple WS-Security and XML Security Java APIs, the author finds none targeted for the Java ME platform.
5.7.1 WS-Security and MTOM on Java ME

The red blocks in Figure 5.5 show the Java ME API categories that are missing within the hierarchy presented in section 5.3.1. XML and cryptography APIs are available, for example kXML is an XML API and part of SATSA deals with cryptography. However, the XML and cryptography APIs are not leveraged to provide publicly available XML security APIs. Kangasharju [2007] suggests that his XAS-ext library provides WS-Security functionality on Java ME but this library is not yet publicly available.

No Java ME API is found to implement MTOM either. MTOM support is available on the Java Standard and Enterprise Edition through WSIT but WSIT is not available for Java ME [Sun Microsystems, 2007h].

An implementation of the WS-Security and XML security API classes is carried out but this implementation differs from that carried out on the .NET CF because there are no existing WS-Security and XML security API classes to modify. A fresh implementation of these APIs is required and the design that this implementation follows is heavily influenced by the design of the SDF.
5.7.2 Design

It is assumed that the SDF design can successfully provide WS-Security on the Java ME platform because it does so on the .NET CF platform. Some deviations from the SDF design are taken to avoid the shortcomings of the SDF detailed in section 5.6.3. Figure 5.6 presents a class diagram of the resulting Java ME design.

A single configuration class named **ConfigManager** is provided in place of the **XMLSigObject** and **XMLEncObject** of the SDF. This class is responsible for configuring the underlying XML security API classes named after their SDF counterparts as **HeadersHandler**, **XMLSigHandler** and **XMLEncHandler**. The sequence diagram in figure 5.7 on the next page details the interactions between these classes.

The **ConfigManager** class presents a single interface to the XML security APIs for the Java ME MIDlet and proxy class. The sequence diagram in figure 5.7 illustrates that this interface allows an application to set the security configuration to be applied to a SOAP message. A security configuration consists of a set of parameters that are needed to secure a SOAP message, for example a symmetric encryption key needed to encrypt SOAP message parts. The **ConfigManager** also allows preset security configurations to be selected. SOAP extension classes are .NET Framework specific and to this end a different approach to securing SOAP messages is needed on Java ME. Figure 5.7 shows that the application must extract the SOAP message from the proxy class before it is sent to the provider. The SOAP message must be sent...
Figure 5.7: Sequence diagram of Java ME class interactions.
to the `ConfigManager` class to be secured and then returned to the proxy class. The proxy class sends the secure message to the provider at this point.

### 5.7.2.1 Advantages of the design

The shortcomings of the SDF highlighted in section of 5.6.3 result from a design flaw that isolates WS-Security configuration information. The same symmetric key for example, cannot be used by the encryption and signature generation processes because the key is referenced by the `XMLEncObject` class which is inaccessible to the `XMLSigHandler` class. The `ConfigManager` class avoids this problem by providing a single location from which all WS-Security information may be accessed.

The `ConfigManager` class also presents a single entry point for securing a SOAP message. This provides a less complex interface between the XML security API classes and the MIDlet because only one object needs to be instantiated and set up. This also provides a more modular and extensible design as additional custom XML security API classes may access the security information exposed by the `ConfigManager` class. The implementation of this design with Java ME XML and cryptography APIs is detailed in the following section.

### 5.7.3 Implementation of the XML Security API

The implementation of the XML security API classes requires the selection of XML and cryptography APIs. The sequence diagram in figure 5.7 shows that the selection of the SOAP proxy for Java ME is also critical because the proxy must provide a facility to send a SOAP message to the MIDlet before it leaves for the provider. To this end, SOAP proxies are also analysed in the Java ME experiment. The implementation of the XML security API classes begins with an attempt to secure a SOAP message with the standard Java ME XML and cryptography APIs.

#### 5.7.3.1 JSR 172 and JSR 177

The JWSA and SATSA are standardised through the Java Community Process (JCP) as JSR 172 and JSR 177 respectively [Sun Microsystems, 2007a] [Ellis and Young, 2004] [JSR 177 Expert Group, 2004]. The JWSA is considered as an XML API and a SOAP proxy because it provides XML parsing functionality and creates SOAP messages on behalf of a MIDlet.

These APIs are optional and therefore likely to contradict the implementation objective of producing widely applicable results. The MSA includes support for JSR 172 and JSR 177 in its collection of specified APIs but this does not guarantee that both APIs will be widely deployed.
The MSA is a new effort and is yet to be widely adopted, as evidenced by Sun Microsystem’s compilation of existing MSA-compliant devices, which lists only eight such devices as of December 2007 [Sun Microsystems, 2007e]. However, these APIs are considered in this thesis because they are standard and this makes them likely candidates to be shipped with smartphones that provide Java ME mobile web services. The implementation of the mobile WS-Security configuration with WSA and SATSA fails. The shortcomings of JWSA that contribute to this failure are considered first.

5.7.3.1.1 JSR 172 Shortcomings

Siddiqui [2006] details how to secure SOAP messages with a combination of JWSA and SATSA. The security implementation presented is flawed by his own admission because JWSA does not support XML attributes. Attribute support is required by the XML Signature standard and the signatures generated by the implementation of Siddiqui [2006] lead to interoperability problems because a provider needs to be modified to understand the signatures.

The attempted implementation of the mobile WS-Security configuration exposes that JWSA does not provide any SOAP header support and this is a failing of the JWSA’s SOAP proxy role. This shortcoming immediately disqualifies the JWSA as an API for providing WS-Security because the \(<\text{wsse:Security}>\) header cannot be created without header support. Shortcomings that contribute to the failure in implementing the mobile WS-Security configuration are also found in SATSA.

5.7.3.1.2 JSR 177 Shortcomings

Two of the four SATSA packages provide a MIDlet access to the SIM and this makes it possible to use the SIM’s cryptographic operations. This approach is avoided because it applies to smartphones that support the SIM only. Huang [2006] shows how security may be applied using SATSA and no SIM functionality but his article exposes three shortcomings that hinder the implementation of the mobile WS-Security configuration:

Huang [2006] firstly states that asymmetric encryption is not supported by SATSA without the SIM because no safe mechanism other than on the SIM exists to store private keys in Java ME. The author finds this reasoning limited because a safe mechanism to store symmetric keys other than on the SIM does not exist on Java ME, yet SATSA supports symmetric encryption. It is also contended that symmetric keys require a safe storage mechanism more than asymmetric public keys because asymmetric public keys are meant to be publicly available but symmetric keys must be kept secret [Ferguson and Schneier, 2003]. However, the limited reasoning by
Huang [2006] does not change the fact that asymmetric encryption support is unavailable on Java ME.

The second shortcoming of SATSA is the lack of a means to generate a symmetric key. Huang [2006] shows how to derive keys by encrypting the IMEI with an existing symmetric key and using the resulting cipher-text as a derived key. However Huang [2006] does not show how the existing key is generated. An attempted implementation of the mobile WS-Security configuration lead to the conclusion that a symmetric key cannot be generated with SATSA.

A third shortcoming of SATSA, exposed in the article by Huang [2006], is the lack of support for MAC generation. This prevents the creation of a digital signature with a symmetric key, for example with the HMAC-SHA1 algorithm. The implementation of XML Signature with SATSA is impossible without using the SIM because SATSA delegates MAC generation and asymmetric cryptography operations to the SIM.

Despite these shortcomings SATSA is not entirely rejected because it is the standard Java cryptography API and it supports symmetric encryption without appealing to SIM functionality. SATSA is therefore used for symmetric encryption and its shortcomings are supplemented by the Bouncy Castle Crypto APIs for Java [Legion of the Bouncy Castle, 2007].

### 5.7.3.2 Bouncy Castle API

The Bouncy Castle Crypto APIs for Java (BC) are an open-source collection of cryptography APIs that include an API targeted for the Java ME platform [Legion of the Bouncy Castle, 2007]. The three shortcoming of SATSA are rectified by the functionality of the BC because the Java ME version supports asymmetric encryption, the creation of encryption keys and the generation of signatures using a MAC.

The symmetric key used in the symmetric encryption carried out by SATSA is generated by the ConfigManager class using the BC. The XMLEncHandler class uses the BC to encrypt this generated key. The XMLSigHandler class uses the generated key with the BC implementation of the HMAC-SHA1 algorithm to sign XML. To this end, the cryptography requirements to implement the mobile WS-Security configuration are met on the Java ME platform and what remains to conclude this part of the experiment is the identification of an appropriate XML API and SOAP proxy.

### 5.7.3.3 Third party XML APIs

The shortcomings of the JWSA require that a third party API be investigated. The kXML API is considered as a third party XML API that may be used for the implementation of the design
presented in section 5.7.2 [kXML Community, 2005]. The other third party API considered is NanoXML. NanoXML is rejected because an attempted implementation of the XML security API classes reveals that its Java ME version does not have namespace support [NanoXML Community, 2007]. Such support is critical to the implementation of WS-Security, for example during XML Canonicalisation [Boyer et al., 2002].

The kXML API is selected because Yuan [2002] demonstrates how it may be combined with the BC to secure XML on the Java ME platform. A new SOAP proxy is selected because the JWSA lacks header support as mentioned in section 5.7.3.1. The kSOAP API is considered as an obvious choice for a SOAP proxy because it is built on kXML. It is assumed that interfacing kSOAP and kXML classes is trivial [kSOAP Community, 2006][Narayana et al., 2007].

The implementation of the XMLEncHandler, XMLSigHandler and HeadersHandler classes with the kXML API is successful. The kXML Element class represents an XML element and it is the only kXML class that is required for the implementation of the XMLEncHandler, XMLSigHandler and HeadersHandler classes. The Element class provides the XML attribute support absent in the WSA and it allows for the XML elements it represents to be exported as byte arrays. The BC and SATSA cryptography algorithms accept byte-array representations of plain-text. Therefore, kXML’s capability to export XML elements as byte arrays allows encrypted and signed representations of XML elements to be produced.

Despite the successful implementation of XMLEncHandler, XMLSigHandler and HeadersHandler classes with kXML, the interface between kXML and kSOAP is not as trivial as initially assumed. Figure 5.7 shows that the conversion between kXML and kSOAP is done by the ConfigManager class. The kSOAP API represents a SOAP message with the SoapEnvelope class and the SOAP headers are represented within this class as an array of kXML Element objects. This simplifies the attachment of the headers created with kXML to a SoapEnvelope object. However, the SOAP body is not represented as a kXML Element. Attempts to retrieve and set a SoapEnvelope object’s SOAP body member with a kXML Element failed. The kSOAP API is rejected as a SOAP API and a third SOAP proxy is considered.

5.7.3.4 Wingfoot SOAP

The Wingfoot SOAP API (WSOAP) is the third SOAP proxy considered for the implementation of the design shown in figure 5.6 [?]. WSOAP is considered because it is the only third party SOAP API listed by Sun Microsystems [2007c].

WSOAP represents a SOAP message with the Envelope class and this class allows the
SOAP headers and body to be set with Java strings. The kXML elements created by the XML security API classes are converted to Java strings and these strings are used by the ConfigManager class to set up the SOAP header and body members of the Envelope class. However, this functionality allows the mobile WS-Security configuration to be implemented only when an insecure SOAP message is constructed manually or by another proxy.

WSOAP provides a web service method call through the Call class. The Call class plays one of two roles: it is responsible for sending a SOAP message that is manually created with the Envelope class or it creates a new SOAP message based on the parameters set through its members.

The first Call class role allows for the ConfigManager class to secure a SOAP message but the way it allows this defeats the purpose of a proxy class. The MIDlet must create a SOAP message and send it to the ConfigManager before it is sent to the Call class. WSOAP is selected for its role as a SOAP proxy which is to create a SOAP message on behalf of a MIDlet.

The second role of the Call class constructs the SOAP message using parameters sent to it by the application but the Call class does not allow for this message to be modified before it is sent to the provider. Figure 5.7 shows that this is problematic because the constructed SOAP message must be accessed by the ConfigManager for it to be secured before it is sent to the provider. It is for these reasons that WSOAP is also considered inadequate for the implementation of the mobile WS-Security configuration.

### 5.7.3.5 End of Java ME testing

The testing on Java ME ends with the failure to implement the mobile WS-Security configuration with WSOAP. The literature that is available on Java ME mobile web services is dominated by references to the JWSA, kSOAP and WSOAP proxies. Shu Fang Rui [2006] for example, discusses how to enable mobile web services with JWSA, and Siddiqui [2006] shows how to secure such web services, although the security demonstrated is non-interoperable as previously discussed in section 5.7.3.1.1. Narayana et al. [2007] build a mobile web services provider with kSOAP and Gehlen and Bergs [2004] use WSOAP in their experiments on mobile web services performance. No other proxies could be found in literature and it is concluded on this basis, that the WSA, kSOAP and WSOAP proxies are the most common SOAP proxies available for Java ME. To this end, an analysis with these proxies allows general conclusions to be drawn about the state of interoperable, end-to-end, mobile web services security provision on the Java ME platform.
5.7.4 Summary of Java ME Development Experiences

The Java ME third party APIs examined in this thesis, with the exception of a SOAP proxy, fill the gaps needed to implement the mobile WS-Security configuration. The problems of interfacing the kXML WS-Security API with a SOAP proxy may suggest that it is impossible to implement WS-Security with third party Java ME APIs. This was shown not to be the case after the experiment was concluded. The work by Narayana et al. [2007] was discovered by the author at the time of writing and this work demonstrates a different approach to that taken here. The kSOAP libraries were modified by Narayana et al. [2007] to implement a mobile web services provider that supports WS-Security. This work is different from that presented here because it implements a provider instead of a requester. However, it shows that interaction with a provider might have been successfully achieved in the Java ME experiment if kSOAP had been modified. However, the work by Narayana et al. [2007] does not disqualify the implementation carried out with kXML. The kXML implementation demonstrates that it is possible to implement the mechanisms of the mobile WS-Security configuration with a third party Java ME XML API. The modification of the SOAP proxy is considered out of scope.

The only noticeable difference between the functionality of the .NET CF and Java ME platforms is found in the formatting of dates with Java ME. MIDP does not provide a class that allows the formatting of dates to be changed from the format employed by the Java ME java.util.Date class. This format is incompatible with the date format specified by WS-Security for the username token and the <wsu:Timestamp> element [Nadalin et al., 2006a]. The workaround for this requires that the date be exported as a Java string and that the string be manipulated into a format compatible with WS-Security.

The third party Java ME documentation is more detailed than that provided by OpenNetCF Consulting [2007]. The details of the members exposed by the third party Java ME APIs are given in the API documentation and examples of how to use these APIs are available. Examples that directed this implementation effort were mostly taken from the IBM Developer Works site [Machines, 2007], for example the demonstration of XML security by Yuan [2002] and the use of SATSA without a SIM by Huang [2006]. These documents proved more helpful in assisting the implementation than the source code demonstration of the SDF provided by Chesnut [2004].

Some aspects of the available third party API documentation still need improvement. For example, the process of converting a kXML Element object to a byte array is unclear from the API documentation. Articles or code examples of how this process is carried out are also not found. The same problem of a lack of documentation is found when an attempt to read in a certificate with the BC is made. Such problems lead to the employment of a trial-and-error
approach when implementing some of the functionality required by the mobile WS-Security test configuration.

The author considers the development in Java ME less challenging than that carried out on the .NET CF with the SDF. However, this subjective view was influenced more by the timing of the Java ME experiment than by the better quality of developer support experienced or the strength of the Java ME platform. The Java ME experiment was started after the .NET CF experiment began and the initial lessons learnt from the .NET CF experiment were transferred to the Java ME experiment. Some of the SDF code also influenced the Java code. These reasons, coupled with the fact that the .NET CF experiment required the modification of existing code whilst the Java ME experiment required a fresh implementation, made it difficult for the author to form a qualitative conclusion as to which mobile platform allows for the easier implementation of the mobile WS-Security configuration.

### 5.8 Summary

<table>
<thead>
<tr>
<th></th>
<th>Standard .NETCF 2.0</th>
<th>Modified SDF</th>
<th>Standard Java ME</th>
<th>Third Party Java ME</th>
</tr>
</thead>
<tbody>
<tr>
<td>Confidentiality</td>
<td>✓</td>
<td>✓</td>
<td>X</td>
<td>✓</td>
</tr>
<tr>
<td>Integrity</td>
<td>X</td>
<td>✓</td>
<td>X</td>
<td>✓</td>
</tr>
<tr>
<td>Authentication</td>
<td>✓</td>
<td>✓</td>
<td>X</td>
<td>✓</td>
</tr>
<tr>
<td>Message Uniqueness</td>
<td>✓</td>
<td>✓</td>
<td>X</td>
<td>✓</td>
</tr>
<tr>
<td>MTOM</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
</tbody>
</table>

Table 5.1: Summary of platform capabilities in according to the configuration requirements

Table 5.1 reflects the capabilities required for the .NET and Java ME platforms to implement the mobile WS-Security configuration. It is evident from the implementation reported in this chapter, that the SDF mostly aggregates the existing functionality of the standard .NET CF libraries to present an API that may be used to secure a SOAP message with WS-Security. The only new functionality that the SDF introduces when it is used to implement the mobile WS-Security configuration is the HMAC-SHA1 algorithm needed to generate signatures that meet the challenge of integrity. The .NET CF standard libraries do not provide this functionality, hence the SDF implementation of the HMAC-SHA1 algorithm is used. Table 5.1 therefore shows that the challenges of confidentiality, authentication and message uniqueness may be met by a fresh
implementation of XML security classes using the standard .NET CF XML and cryptography APIs. There is no need for such an implementation because it already exists in the SDF, although the SDF implementation needs modification to meet the requirements of the configuration.

Table 5.1 shows that the situation with Java ME is different because the implementation of the mobile WS-Security configuration cannot be done with the standard Java ME XML and cryptography APIs. The absence of SOAP header support in the JWSA automatically disqualifies this standard Java ME API from use in the implementation of any WS-Security mechanism. The burden of implementing the mobile WS-Security configuration is carried entirely by Java ME third party APIs. The kXML and BC libraries provide new implementations of XML processing and cryptography operations instead of utilising existing standard platform functionality as the SDF does on the .NET CF.

Libraries that provide MTOM support are not found on the .NET CF or Java ME platforms. This decreases the feasibility of implementing interoperable, end-to-end, mobile web services security because of the increased size of secured SOAP messages. This is taken to be an indicator that it is feasible to implement this type of security on smartphone platforms but the mobile web services field is not completely ready for its deployment. Further analysis of the mobile web services field with regard to the findings gleaned from the implementation reported in this chapter is provided in the following chapter.
Chapter 6

Discussion and Recommendations

6.1 Introduction

The implementation detailed in the previous chapter may seem controversial because the results drawn from it are based on one configuration. It may be possible that the SDF, for example, supports interoperable configurations other than the mobile WS-Security configuration specified in section 4.7. However, section 4.7 also suggests that the configuration does not represent the definitive criteria for all interoperable, end-to-end, mobile web services security.

The ability of a platform to support a particular configuration is not of interest to this thesis but the issues that affect mobile web services in the provision of interoperable, end-to-end, security are of interest. The purpose of the implementation was to reveal these issues and this chapter discusses four such issues exposed by the work described in the previous chapter: The lack of developer support; the need for WS-Security API standardisation; the importance of operating system independence; and the requisite for message optimisation.

The first part of this chapter discusses each of these issues as they arise within the .NET CF and Java ME platforms. The implementation experiences from the previous chapter inform this discussion. This platform-specific discussion is used to identify areas that need improvement to further the provision of interoperable, end-to-end, security by mobile web services in general. Recommendations aimed to improve these areas are detailed.

6.2 Developer Challenges

The challenges that a developer faces when implementing interoperable, end-to-end, mobile web services security are detailed in this section. These challenges are gleaned from the implemen-
tation of the mobile WS-Security configuration discussed in the previous chapter. The first challenge discussed is that of poor documentation.

6.2.1 Poor Documentation

Sections 5.6.6 and 5.7.4 highlight that the poor quality of the documentation relied upon during the experiment adds to the complexity of the implementation carried out. Reliance on this poor documentation results from the need to use third-party libraries to implement the mobile WS-Security configuration. The documentation of the third-party libraries is, in general, less descriptive than that of the standard Java ME and .NET CF libraries.

Java ME developers are forced to use the poorly documented, third-party libraries because the standard Java ME libraries do not yet support the implementation of WS-Security. .NET CF developers may avoid the poor documentation of the SDF by developing their own WS-Security API with the standard .NET CF libraries. The implementation detailed in the previous chapter shows that the standard .NET CF classes provide the functionality to implement the mobile WS-Security configuration, with the exception of the HMAC-SHA1 algorithm. Implementing the HMAC-SHA1 algorithm and other cryptography algorithms introduces extra complexity when securing mobile web services.

6.2.2 Complexity of Securing Mobile Web Services

Implementing Java Enterprise Edition web services that are secured with interoperable end-to-end security by WSIT is relatively trivial because of the developer tools available. The NetBeans Integrated Development Environment (IDE) ships with a plug-in that allows a developer to specify a security configuration with the graphical user interface (GUI) of the IDE [Sun Microsystems, 2007f] [Sun Microsystems, 2007h]. The Microsoft Visual Studio 2005 IDE is also integrated with the WSE such that a security configuration may also be specified through the IDE GUI. These tools hide the complexity of configuring a requester or provider with WS-Security.

These tools or their equivalents are not found for the Java ME or .NET CF platforms. This exposes mobile developers to the intricacies of configuring the mobile web services requester with WS-Security. The cryptography aspects of WS-Security are found to be the most challenging during the implementation of the mobile WS-Security configuration. The Java ME implementation of the configuration reveals that the BC libraries do not shield a developer enough from the complexities of cryptography. The generation of an RSA asymmetric encryption key with the BC libraries requires the developer to understand the types of values that may be set for the RSA
exponent and modulus parameters [Schneier, 1996].

A .NET CF developer using the SDF does not have to worry about setting the correct RSA parameter values because the SDF provides the `OpenNETCF.Web.Services2.DecodeCertKey` class that extracts the parameters from a certificate that is read in from the file system of the smartphone. However, a developer who avoids the SDF because of its poor documentation and develops a custom WS-Security API with the standard .NET CF classes needs to deal with such concerns. The developer also needs to develop cryptography algorithms not supported by the .NET CF and this is a complex task [Ferguson and Schneier, 2003]. Ferguson and Schneier [2003] suggest that custom implementations of cryptography algorithms should be avoided because the complexity of these algorithms makes it likely that custom implementations will contain errors. The process of applying WS-Security is also complicated by the challenge of debugging during the development of mobile web services secured with interoperable, end-to-end, security

### 6.2.3 The Challenge of Debugging

The implementation of the mobile WS-Security configuration was considered successful when the requester decoded a secured response message containing the result of the addition of two integers sent to the provider. Consequently an implementation attempt was considered unsuccessful when a response message containing a Java exception was received from the GlassFish server. An example of such a response is shown below:

```xml
<S:Envelope...>

...<S:Body>

<ns2:Fault...>

faultcode>ns2:Server</faultcode>

<faultstring>java.lang.NullPointerException</faultstring>

</faultstring>

<detail>

<ns2:exception...>

<message>java.lang.NullPointerException</message>

</ns2:exception>

...<ns2:exception>
```
The exception in the snippet was thrown because of a development error during the modification of the SDF libraries. A mistake in the implementation of the GFXMLEncHandler lead to the encryption of the contents of the <wsse:UsernameToken> element, instead of the entire element as required by WS-Security [Nadalin et al., 2006a]. The child elements of the <wsse:UsernameToken> element were received when the message was decrypted by the provider but the provider expected the entire element.

The problem evident in the snippet is that the exception gives little information to suggest what the error is. The stack trace of the exception is not shown in the snippet because it is extensive but it details that the exception was thrown by the WSIT classes that handle the username token. The stack trace information is insufficient because the encrypted username token is represented by cipher-text in the <xenc:EncryptedData> element. The cipher-text is scrambled and this prevents attempts to determine the structure of the <wsse:UsernameToken> attached in the message. The generated SOAP request message looks perfect because the malformed message part is concealed by encryption. This is not a failing of the encryption operation because its responsibility is to conceal plain-text data regardless of its correctness.

The failure to determine the error from the generated SOAP message lead to an investigation of other potential sources of the exception. One such potential source was a bug in WSIT itself and the author’s efforts to locate a bug in the WSIT source code dealing with the username token resulted in a WSIT bug report being registered with the GlassFish Community [Gopal, 2007]. This bug was declared invalid once the source of the error was found in the C# code of the GFXMLEncHandler class and not in WSIT.

This example demonstrates that debugging with exceptions thrown by a provider is insufficient because exceptions may not adequately isolate the source of the error. The exception may be thrown because a bug in the requester code generates a malformed SOAP message or the provider may have a bug in its SOAP message handling code. This debugging problem is further aggravated when XML Encryption is applied to a message because errors in encrypted message parts are hidden by the encryption process.

This debugging challenge is common to web services development in general and not just to mobile web services. The GlassFish server would have returned the same exception if the same mistake had been made by a requester on another hardware platform, for example a .NET
Framework client on a desktop computer. However, it is contended that this challenge is likely to be more common in mobile web services development because development tools to implement WS-Security are unavailable. It is harder to make the error detailed in this section because the NetBeans IDE creates and encrypts the username token without the developer needing to write a single line of code.

The three challenges referred to in this section apply to both the .NET CF and Java ME platforms. The implementation of the mobile WS-Security configuration also reveals issues that apply to each platform in particular. These differences allow a comparison of the two platforms to be carried out.

6.3 Standard WS-Security Support

The .NET CF platform is considered better prepared for the provision of interoperable, end-to-end, mobile web services security than the Java ME platform. This consideration is based on the degree to which the standardisation efforts of both platforms support this type of security. The manner in which third party libraries are utilised on the platform is an indicator of the state of these standardisation efforts because the third party libraries fill the gaps left by the standard libraries. The reasons why the .NET CF is considered better prepared are discussed first.

6.3.1 .NET Compact Framework

Teder [2006] suggests that the .NET CF is more focused towards the enterprise environment than Java ME. This assertion is proved by the fact that the .NET CF has supported web services since its inception [Fox and Box, 2004].

It is unsurprising, when the web services focus of the .NET CF is considered, that the .NET CF provides standard XML and cryptography libraries that are mostly sufficient for third-party libraries to use for building WS-Security support. The SDF does not need to provide its own XML and most of its own cryptography classes for its implementation of WS-Security, XML Encryption and XML Signature. Its implementation is flawed because it addresses a limited set of scenarios that require SOAP message security. For example, the SDF cannot be used to implement the mobile WS-Security configuration without modification to its classes. However, the SDF and the modifications to its classes demonstrate that the underlying functionality of the .NET CF allows for the provision of interoperable, end-to-end, mobile WS-Security. The third-party libraries simply build upon this existing functionality. The gap these third-party libraries
mostly fill concerns the XML security and WS-Security APIs missing on the .NET CF. Third-party libraries on Java ME play a much more elementary role in the provision of interoperable, end-to-end, mobile web services security.

### 6.3.2 Java ME

The Java ME platform is considered less ready than the .NET CF platform for the provision of interoperable, end-to-end, mobile web services security because the standard libraries cannot be used to implement any type of WS-Security. Third-party libraries must be used for the XML and cryptography APIs that are provided by standard libraries on the .NET CF. There is also no sign of an intent to support WS-Security on the Java ME platform from any of the Java standardisation processes.

The fact that JSR 172 does not include any header support suggests that WS-Security was not considered by this JCP standardisation process [Ellis and Young, 2004]. It is stated earlier in section 5.7.3.1.1 that it is impossible to implement WS-Security without header support. JSR 172 also ignores the XML Signature standard because it does not provide support for XML attributes. However, adding attribute support for the sake of supporting the XML Signature standard may be a futile exercise when the JSR specifying the standard Java XML Signature API is not targeted at Java ME [Nadalin and Mullan, 2005]. The XML Encryption and XML Signature JSRs do not include the Java ME platform because they are targeted at Java Standard Edition JVMs only [Nadalin, 2005].

It is concluded on the basis of the status of these JSRs that the Java standardisation effort is not considering support for end-to-end, mobile web services security at this stage. The .NET CF platform does not have standard XML security or WS-Security APIs but its standard libraries have functionality built in such that the provision of such APIs should not be a problem. JSR 172 needs to be overhauled or deprecated if these APIs are to be standardised on Java ME. Although the .NET CF holds the advantage in terms of readiness for the deployment of interoperable, end-to-end, mobile web services security, this capability may not be transferable.

### 6.4 Operating System Independence

Java code is considered managed in the same way as .NET CF code because it runs on a JVM that performs a similar function to the CLR [Li and Knudsen, 2005]. The BC libraries and the SATSA library that provide symmetric encryption are written in managed code. This allows the BC to provide cryptography on any device that supports MIDP, and SATSA to provide symmetric
encryption on devices that support JSR 177 [JSR 177 Expert Group, 2004]. The same operating system independence does not apply to the .NET CF.

Although the .NET CF bears the promise of cross-platform development, its reliance on P/Invoke hinders the meeting of this promise where the underlying operating system is not controlled by Microsoft. It is suggested that the calling of cryptography operations with P/Invoke is the cause of the failure to implement the mobile WS-Security configuration on the Red Five Labs Net60 platform but proving this assertion is beyond the scope of this thesis. Nevertheless it is reasonable to suggest that the strong ties the Microsoft .NET CF has to underlying Microsoft operating systems lessens the potential to run .NET CF applications on CLRs for non-Microsoft operating systems.

The issue of cross-platform development is important because it partly answers the first research question posed in section 1.5, which asks whether the deployment of interoperable, end-to-end, mobile web services security hinders a requester from participating in a secure web services transaction? The answer to the question when it is applied to the .NET CF platform is that there exist cases when it does hinder the requester. It is suggested that a .NET CF requester may be hindered when it does not run on a CLR written by Microsoft. The failure to implement the mobile WS-Security configuration on Net60 and potential problems identified from a reliance on the underlying operating system are the reasons for this suggestion. The lack of secure message-size-reduction functionality may also hinder a mobile requester from participating in a secure web services transaction.

6.5 Message Optimisation

The issue of SOAP message-size optimisation is not unique to SOAP security because insecure SOAP messages are already considered verbose [Ng et al., 2005]. Although MTOM is useful for optimising the binary data resulting from cryptography operations, the MTOM standard may be taken to be independent of SOAP message security efforts because binary data in SOAP does not necessarily result from XML Encryption or XML Signature only. Data such as a bitmap image may be represented as binary data in a SOAP message. MTOM may be used to optimise this binary data too. The lack of standard WS-Security APIs on the .NET CF and Java ME platforms does not mean that there is no need for the standard platform libraries to support MTOM.

The lack of MTOM adoption, by .NET CF and Java ME web services, is surprising, because of the network constraints discussed in section 4.4.2. WS-Security may not be provided by both platform standardisation efforts but there are still increased message size costs to be borne from
other sources of binary data. Section 4.4.2 discusses that smaller message sizes are desirable because network operators typically bill on the amount of data transferred. The use of WLANs, like those used to transfer SOAP messages during the experiment, may mitigate this financial cost. However, section 4.4.1 also states the transfer of data consumes more battery power than the smartphone CPU and this resource cost can only be mitigated by reducing the amount of data transferred.

The lack of MTOM provision by third party libraries is less surprising given the nature of these libraries. Section 5.7 states that the SDF does not provide extra web services functionality other than that of the WSE. It is not surprising that the SDF 2.1 does not support MTOM because it implements WSE 2.0 which does not support MTOM either. The kSOAP and WSOAP APIs provide simple SOAP proxy functionality for serialising Java objects into SOAP but they do not support any advanced SOAP manipulation such as binary encodings of SOAP. The simplicity of these APIs does not lead to any high expectations of MTOM support from them.

The lack of support for MTOM alone may be accepted as an indicator of the sentiment towards WS-Security on the .NET CF and Java ME platforms. Although other reasons for optimising binary data exist, as already stated in this section, the growth of message sizes resulting from the implementation of WS-Security is a strong motivator for reducing SOAP message size. The size of the SOAP request message that invokes the calculator web service in the experiment grows from 1kb when it is insecure to 9kb when it is secured. Such growth in message size is more expensive when complex web services require multiple secure messages to be sent by the requester. The lack of MTOM support indicates that WS-Security is a standard not afforded any priority on the .NET CF and Java ME platforms.

6.6 Recommendations

The analysis carried out in this thesis with the .NET CF and Java ME platform allows for the formulation of recommendations to improve the state of interoperable, end-to-end, mobile web services security provision. These recommendations are grouped under the developer issues this chapter discusses.

6.6.1 Increased Developer Support

The mature state of developer support for WS-Security on traditional web services allows web services developers to focus on developing web services instead of learning how best to implement web services security. The application of cryptography, in particular, is discussed in this
thesis as complex and development tools for traditional web services assist developers to avoid errors that may result from this complexity.

The availability of development tools for securing mobile web services similar to those found in the NetBeans IDE for WSIT and Visual Studio IDE for WSE will offer mobile web services developers the same abstraction as traditional web services developers. The provision of more detailed documentation and code examples for third party libraries will also assist those developers who wish to go further than the abstractions of the development tools, when implementing WS-Security. The production of developer tools for WS-Security may be driven by the adoption of WS-Security by smartphone standardisation processes.

6.6.2 Standardisation of WS-Security APIs

The adoption of WS-Security by the smartphone standardisation bodies will improve the quality of developer support and the security of mobile web services. It was noticed, during the experiment, that more development tools supporting standard web services functionality were available than those supporting third party library functionality. The NetBeans IDE provides an automated stub creator that generates JSR 172 web services from WSDL but no such tool for kSOAP ships with NetBeans. The commercial version of the SDF leverages the code completion feature of Visual Studio, but this is not comparable to the GUI configuration support for the WSE. It is therefore assumed that the specification of a standard WS-Security API on a smartphone platform will lead to better development tools.

A standard WS-Security API may lead to the provision of better quality, end-to-end, security for mobile web services on platforms that currently force developers to build their own WS-Security libraries. These custom libraries may contain security flaws that may not necessarily deny a requester from interoperating with a provider but weaken the security deployed. An example of the weakening of the security applied to a SOAP message is the derivation of symmetric keys with a username token. A standard WS-Security API may completely reject this key generation strategy because of the security risk of deriving a symmetric key with a weak password discussed in section 5.6.3.3. A developer who is forced to build a custom WS-Security API is not prohibited from writing code that derives weak symmetric keys that may be easily guessed. Standard WS-Security APIs limit the security flaws that arise from poor developer decisions by making some security decisions for a developer, for example the selection of a strong key derivation technique.

The provision of standard WS-Security smartphone APIs may be in vain if they serve only to further fragment the smartphone environment. Platforms that provide mobile web services but
cannot use the standard WS-Security APIs still force a developer to build a custom WS-Security API. Operating-system-independent APIs will help reduce this fragmentation.

6.6.3 Operating System Independence

The testing of the SDF on Net60 reveals that a WS-Security API that calls operating system functionality may, in some cases, serve to fragment the provision of end-to-end security for mobile web services on the platform. This lesson is inapplicable to WS-Security APIs on platforms tied to the operating system, for example the Nokia S60 platform runs on Symbian only and applications developed with S60 run directly on Symbian [Hirsch et al., 2006]. The lesson was previously inapplicable to the .NET CF because it ran exclusively on Microsoft operating systems, but Net60 shows that this situation has changed.

A standard WS-Security API on a managed code platform, that utilises an operating system’s functionality, is likely to benefit mobile web services that run on implementations of the platform for that operating system, instead of all implementations of the platform. This fragmentation seems to introduce a competitive advantage that will influence the buying decision of a smartphone to be used in the deployment of end-to-end secure, mobile web services. The prospect of purchasing a smartphone running a Microsoft operating system, for example, becomes more attractive than purchasing a Symbian smartphone with .NET CF support, if a standard .NET CF WS-Security API exclusively works on Microsoft CLRs. This exclusivity may be achieved by designing the API so that it makes calls to the underlying Microsoft operating system. However, this benefit to one mobile web services operating system manufacturer is not worth the costs it presents to the mobile web services field in general.

The limited provision of a standard WS-Security API across a platform means that developers of the platform that cannot use the API are forced into the practice of building custom WS-Security APIs. This activity is shown in the previous recommendation to be unfavourable because poor custom WS-Security APIs may weaken the security deployed to protect messages. The fragmentation of WS-Security APIs potentially results in some strong WS-Security implementations and some weak ones. However, a traditional provider may not be able to discern between platform implementations that employ strong security and those that are plagued by weak, custom WS-Security APIs. A provider, for example, can currently distinguish the SOAP messages generated by the Microsoft .NET CF 2.0 from those of Net60 through HTTP headers only. It is possible that Net60 could, in its later releases, produce the same HTTP headers as the Microsoft .NET CF 2.0. This may make it might be impossible to determine which .NET CF platform implementation created the SOAP messages. To this end, it is foreseeable that an
entire platform may be written off as insecure because some implementations of the platform are forced to host flawed, custom, WS-Security APIs. This is in effect a case of one apple spoiling the entire barrel because it inhibits the adoption of mobile web services on the entire platform instead of platform implementations that do not support the standard WS-Security API.

It is recommended that the standardisation of smartphone WS-Security APIs should result in an API that may used by the mobile web services provided across an entire platform. Managed code environments must use managed code within their API to foster operating-system-independence. For example, a standard .NET CF WS-Security API must apply the AES encryption with the managed code `AesManaged` class instead of the `AesCryptoServiceProvider` class that uses the underlying operating system’s AES implementation. The final recommendation provided in this chapter is the support for message optimisation.

### 6.6.4 Message Optimisation Support

Support for a message optimisation standard must be provided in conjunction with a standard WS-Security API because of the increased message size resulting from WS-Security. Section 4.7.1 details that MTOM is the only interoperable, message optimisation strategy available. The EXI binary XML encoding introduced in section 4.4.2 may provide an alternative interoperable standard for message optimisation once it is approved.

The work being carried out on mobile web services specific binary encodings such as Xebu demonstrates that some fragmentation is beginning to take shape in the pursuit of message optimisation for mobile web services. However, the requester nature of mobile web services means that they rely on traditional providers for their realisation and must adapt to the requirements of the provider. This is part of the reasoning provided in section 1.4, for setting interoperability as a dominant theme of this thesis. Therefore, a smartphone platform’s support of a non-standard message optimisation strategy is as good as supporting no optimisation strategy at all, if it is not supported by traditional providers. The mobile web services requester has to forgo message optimisation if the provider does not support the optimisation strategy used by the requester. The support for standard message optimisation strategies is recommended because these are likely to be adopted by traditional providers.

### 6.7 Summary

Third-party libraries are considered an inappropriate driver for the provision of interoperable, end-to-end, web services security. The third-party libraries analysed in this thesis provide poor
developer support and do not appropriately shield developers from the complexity of this type of security, which may lead to developers producing poor quality security implementations. Non-standard message optimisation strategies also provide inappropriate assistance for this type of security because they may lead to interoperability issues.

It is for this reason that standards are recommended to drive the provision of interoperable, end-to-end, web services security. Standards simplify the implementation of this type of security. The developer tools, that are built for standards, eliminate some of the security implementation mistakes developers may introduce. Standards also ensure that secure transactions are optimised to face mobile web services network constraints, while keeping the optimisations interoperable.

It is important that these standards be applicable to an entire mobile web services platform to eliminate the reliance on third-party APIs by some implementations of the platform. The thesis is concluded in the following chapter.
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Conclusion

7.1 Introduction

The absence of a standard WS-Security API on a smartphone platform may seem inexcusable but the mobile environment constraints discussed in section 4.4 may provide a compelling reason for the absence of such an API. This concluding chapter begins with a discussion of this absence because it provides context to the conclusions reached in this thesis. The middle sections of this chapter conclude the research reported by this thesis, through a reflection on the research questions asked in section 1.5. The thesis culminates in a statement of its contributions and a suggestion of future work.

7.2 The Context to the Research Conclusions

The fact that third-party APIs such as the SDF exist shows a need for WS-Security on smartphones but this need has so far been ignored by the standardisation efforts of the .NET CF and Java ME platforms. Mobile environment constraints require that the size of these platforms be managed and the author is of the opinion that this is a reason for the absence of standard WS-Security APIs on these platforms [Fox and Box, 2004] [Li and Knudsen, 2005].

The size of the .NET CF and Java ME platforms is reduced by having them present only a subset of the functionality that is available on the .NET Framework and the Java Standard Edition respectively [Fox and Box, 2004] [Li and Knudsen, 2005]. The addition of a new standard API would increase the size of these platforms and therefore makes them less efficient on resource constrained devices. This balance between size and functionality applies to all smartphone platforms as they operate within the same mobile environment constraints.
The discussion and recommendations in chapter 6 of this thesis suggest that a standard WS-Security API is an important requirement for smartphone platforms. However, this may be only one of other important requirements, for example the need for more comprehensive cryptography APIs. The resource constraints of the mobile environment dictate that such requirements compete for inclusion as standard APIs because the size of a smartphone platform must be limited. Although a standard WS-Security API is an important requirement, it is possible that other requirements may have a higher priority for inclusion in a smartphone platform’s standard libraries. For example, a more comprehensive cryptography API may be prioritised above a WS-Security API because cryptography may be used by many smartphone functions including web services. On the other hand, a WS-Security smartphone API is valuable to mobile web services only. To this end, standard WS-Security APIs for smartphones may become more pervasive when the hindrance to mobile web services participating in end-to-end secured web services transactions becomes more pronounced.

7.3 The Hindrance to the Realisation of Mobile Web Services

The first research question, introduced in section 1.5, asks whether the application of end-to-end security on traditional web services providers prevents mobile web services requesters from engaging in web services transactions with these providers? Section 1.4 states that the primary realisation of mobile web services is as requesters and this realisation depends on mobile web services being able to consume the web services offered by traditional providers. Answering this first research question establishes whether end-to-end web services security poses an obstacle to the further realisation of mobile web services. The meeting of the first two research goals, detailed in section 1.5, answers the research question.

The first research goal of identifying appropriate, interoperable, end-to-end, web services security mechanisms is met by the selection of WS-Security in chapter 3 and by the configuration presented in chapter 4. Meeting this goal exposes the fact that WS-Security may hinder mobile web services because of the increased message sizes that result from securing SOAP messages with WS-Security. WS-Security-secured mobile web services that do not employ message optimisation will operate with a decreased battery life penalty and increased billing costs from increased message size. These negative consequences may be considered by mobile web services users as too high a price to pay for engaging in end-to-end secured web services transactions. An unwillingness to engage in such transactions because of the performance and financial drawbacks hinders mobile web services from participating in these transactions.
The second research goal of determining the feasibility of implementing interoperable, end-to-end, mobile web services security is met in the experiment reported in chapter 5. Meeting this goal shows that third-party libraries may prevent mobile web services from participating in end-to-end, secured web services transactions. Chapter 6 argues that the poor developer support provided by third-party libraries and the complexity to which these libraries expose a developer, may lead to weak WS-Security implementations on smartphones. This would harm the reputation of mobile web services because traditional providers might cease to trust the quality of mobile web services security. It is possible that traditional providers may block mobile web services to protect themselves from the potentially poor message security that results from engaging with mobile web services. Such a practice would hinder the ability of mobile web services to interact with end-to-end secured traditional providers.

Therefore, the answer to the first research question is that end-to-end security on traditional providers may prevent mobile web services from interacting with these providers, when a standard message optimisation strategy is not provided and third-party libraries are relied upon. These obstacles however, may be circumvented by a standard WS-Security API that provides a message optimisation strategy.

7.4 A Standard WS-Security API as an Improvement

The second research question mentioned in section 1.5 requires the identification of improvements that will further the capability of mobile web services to interact with end-to-end secured traditional providers. Meeting the third research goal described in section 1.5 answers this question and this goal is met in chapter 6.

The recommendations issued in chapter 6 suggest that a standard WS-Security smartphone API that supports a standard message optimisation strategy will lead to better developer support and mitigate the developer errors that may result from using third-party libraries. The failed implementation on the Net60 platform provides an important lesson that a standard WS-Security API must not be operating-system-dependent when it is implemented in managed code.

The context provided in section 7.2 shows that the limited size nature of smartphone platforms means this API would need to compete with other types of API for inclusion in standard smartphone platform libraries. To this end, standard APIs that provide interoperable, end-to-end, mobile web services security may become more pervasive only as more traditional web services providers demand end-to-end security for their web services transactions. This would leave smartphone platform standardisation efforts with no option but to include a WS-Security
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API because the failure to interact with traditional providers limits the realisation of mobile web services.

7.5 Contributions and Future Work

This thesis concludes with a mention of its contributions and future work that may be carried out as a result of the work reported in it. Three contributions are highlighted in this section and two sets of future work are suggested.

7.5.1 Contributions

The first contribution made by this thesis is the provision of a snapshot of mobile web services security. Although this snapshot is limited to two platforms, it highlights the challenges that must be met when providing interoperable, end-to-end, mobile web services security. This thesis is also the first study to experiment with a WS-Security-enabled mobile web services requester on a .NET CF CLR running on a non-Microsoft operating system. The testing with Net60 highlights the issues that may be faced when securing .NET CF web services running on a non-Microsoft CLR and operating system.

This thesis, secondly, contributes through its description of the state of readiness of smartphone platforms for end-to-end secure web services. It is the first study to question the status quo of the reliance on third-party APIs to provide interoperable, end-to-end, mobile web services security. It shows that such a reliance is not ideal for mobile web services that participate in end-to-end, secured web services transactions.

The third contribution of this thesis is the provision of a set of recommendations that may improve this state of readiness. It is acknowledged that a standard WS-Security API may not be a present priority for inclusion into the standard libraries of a smartphone platform. However, the recommendations issued may motivate and guide the development of such an API once the need for it becomes more acute. These three contributions will be of increasing importance as mobile web services evolve from a simple point-to-point environment into a more complex enterprise environment comprised of end-to-end secured providers.

7.5.2 Future Work

The need for a standard WS-Security smartphone API provides room for further work on the provision of interoperable, end-to-end, mobile web services security. The following work is
suggested as follow-on from the findings presented in this thesis:

- The EXI message optimisation approach was a work in progress at the time of writing. The promise of this approach warrants its consideration for mobile web services and the reduction of WS-Security message size in particular. The implementation of EXI for mobile devices, within the mobile environment constraints discussed in this thesis, is suggested as future work;

- The reason suggested for the absence of a standard WS-Security API on the .NET CF and Java ME platforms is the potentially increased size of the platforms once such an API is added. Some future work might look into how this increase could be minimised such that the inclusion of a standard WS-Security API might become more attractive for inclusion into the standard libraries of the .NET CF and Java ME platforms.
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Glossary

**AES:** The Advanced Encryption Standard is a NIST encryption standard based on the Rijndael encryption algorithm.

**cdma2000:** Cdma2000 is a cellular network radio technology that is named after the code division multiple access radio transmission technique on which it is based.

**e-commerce:** The Organisation for Economic Co-operation and Development definition of e-commerce as the sale or purchase of goods or services, whether between businesses, households, individuals, governments, or other public or private organisations, conducted over computer-mediated networks is employed in this thesis.

**HMAC:** The Keyed-Hashing for Message Authentication mechanism is a type of MAC that is generated with a hash function, for example the SHA-1 algorithm.

**HTTP:** The Hypertext Transfer Protocol is used to transfer information on the Internet. It utilises a request/response pattern where a client sends a request message to a server and the server sends back a response message.

**m-commerce:** The Organisation for Economic Co-operation and Development definition of m-commerce as “a business model that allows a consumer to complete all steps of a commercial transaction” using a mobile device is employed in this thesis.

**NIST:** The US National Institute of Standards and Technology is an agency under the US Department of Commerce. The agency’s Computer Security Division provides security standards for the US government and industry.

**OMA:** The Open Mobile Alliance is a consortium of mobile industry companies. It develops open standards for the provision of interoperable mobile services.

**Quality of the security:** This is similar to the quality of service as it refers an agreed minimum standard of security for a transaction.
RSA Algorithm: The RSA algorithm is named after its inventors: Ron Rivest; Adi Shamir; and Len Adleman.

SAML: The Security Assertion Markup Language is an XML based language for providing authentication and authorisation information.

SHA-1: The Secure Hash Algorithm-1 is a hash function standardised by NIST.

SOAP: SOAP is an XML based protocol for exchanging information. SOAP is no longer an acronym according to the SOAP Version 1.2 Primer.

TLS: The Transport Layer Security protocol provides a secure channel on top of a reliable transport protocol such as TCP. This channel is always between two parties.

Traditional Web Services: The term traditional in this context is used to describe pervasive devices within the web services environment. These are mostly interconnected with fixed line network connections and larger than handheld mobile devices.

Triple DES: Triple DES is a NIST symmetric encryption standard and is the successor to the Digital Encryption Standard. It has been superseded by AES.

W3C: The World Wide Web Consortium provides standards for Web related technologies. These standards facilitate the interoperability of technologies used on the Web.

WS-I: The Web Services-Interoperability Organization is a consortium that works towards the provision of interoperable web services.

WSIT: The Web Services Interoperability Technologies provide for interoperability between Java and .NET web services.

XML: The Extensible Markup Language is a W3C recommendation for a subset of the Standard Generalized Markup Language.
Appendix A

WSDL file for insecure Calculator Web Service

```xml
<?xml version="1.0" encoding="UTF-8"?>
<definitions
xmlns:wsu="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss
-wssecurity-utility-1.0.xsd" xmlns:wsp="http://schemas.xmlsoap.org
/ws/2004/09/policy"
xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/
xmlns:tns="http://tham.org/
xmlns:xsd="http://www.w3.org/2001/XMLSchema"
targetNamespace="http://tham.org/" name="CalculatorWSService">
<wsp:UsingPolicy/>
<wsp:Policy wsu:Id="CalculatorWSPortBinding_add_WSAT_Policy">
<wsp:ExactlyOne>
<wsp:All>
<ns1:ATAlwaysCapability
xmlns:ns1="http://schemas.xmlsoap.org/ws/2004/10/wsat"
wsp:Optional="false">
</ns1:ATAlwaysCapability>
<ns2:ATAssertion
xmlns:ns3="http://schemas.xmlsoap.org/ws/2002/12/policy"
xmlns:ns2="http://schemas.xmlsoap.org/ws/2004/10/wsat"
```
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ns3:Optional="true"
wsp:Optional="true">
</ns2:ATAssertion>
</wsp:All>
</wsp:ExactlyOne>
</wsp:Policy>
<wsp:Policy
wsu:Id="CalculatorWSPortBinding_subtract_WSAT_Policy">
<wsp:ExactlyOne>
<wsp:All>
<ns4:ATAlwaysCapability
xmlns:ns4="http://schemas.xmlsoap.org/ws/2004/10/wsat"
wsp:Optional="false">
</ns4:ATAlwaysCapability>
<ns5:ATAssertion
xmlns:ns5="http://schemas.xmlsoap.org/ws/2002/12/policy"
xmlns:ns6="http://schemas.xmlsoap.org/ws/2004/10/wsat"
ns6:Optional="true" wsp:Optional="true">
</ns5:ATAssertion>
</wsp:All>
</wsp:ExactlyOne>
</wsp:Policy>
<types>
<xsd:schema>
<xsd:import
namespace="http://tham.org/
schemaLocation="http://146.231.121.204:8080/CalculatorWSService/CalculatorWS?xsd=1"/>
</xsd:import>
</xsd:schema>
</types>
<message name="add">
<part name="parameters" element="tns:add"/></part>
</message>
<message name="addResponse">
  <part name="parameters" element="tns:addResponse"/>
</message>

<message name="subtract">
  <part name="parameters" element="tns:subtract"/>
</message>

<message name="subtractResponse">
  <part name="parameters" element="tns:subtractResponse"/>
</message>

<portType name="CalculatorWS">
  <operation name="add">
    <input message="tns:add"/>
    <output message="tns:addResponse"/></output>
  </operation>
  <operation name="subtract">
    <input message="tns:subtract"/>
    <output message="tns:subtractResponse"/>
  </operation>
</portType>

<binding name="CalculatorWSPortBinding" type="tns:CalculatorWS">
  <soap:binding
    transport="http://schemas.xmlsoap.org/soap/http" style="document">
  </soap:binding>
  <operation name="add">
    <wsp:PolicyReference URI="#CalculatorWSPortBinding_add_WSAT_Policy"/>
  </operation>
  <soap:operation soapAction=""/>
</soap:operation>
<input>
<soap:body use="literal"/>
</soap:body>
</input>
<output>
<soap:body use="literal"/>
</soap:body>
</output>
<operation>
<operation name="subtract">
<wsp:PolicyReference URI="#CalculatorWSPortBinding_subtract_WSAT_Policy"/>
</wsp:PolicyReference>
<soap:operation soapAction=""/>
</soap:operation>
<input>
<soap:body use="literal"/>
</soap:body>
</input>
<output>
<soap:body use="literal"/>
</soap:body>
</output>
</operation>
</binding>
</service>
<port name="CalculatorWSPort" binding="tns:CalculatorWSPortBinding">
<soap:address location="http://146.231.121.204:8080/CalculatorWSService/CalculatorWS"/>
</soap:address>
</port>
</service>
Appendix B

WADL file for insecure Calculator Web Service

```xml
<?xml version="1.0" encoding="UTF-8" standalone="yes"?>
<application xmlns="http://research.sun.com/wadl/2006/10">
  <resources base="http://146.231.121.204:8080
  /RestfulCalc/resources"/>
  <resource path="add">
    <method name="GET">
      <request>
        <param name="i" type="xsd:string"
          style="query" required="true"/>
        <param name="j" type="xsd:string"
          style="query" required="true"/>
      </request>
      <response>
        <representation mediaType="application/xml"
          element="result"/>
      </response>
    </method>
  </resource>
  <resource path="subtract">
```
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<method name="GET">
  <request>
    <param name="i" type="xsd:string" style="query" required="true"/>
    <param name="j" type="xsd:string" style="query" required="true"/>
  </request>
  <response>
    <representation mediaType="application/xml" element="result"/>
  </response>
</method>
Appendix C

Secure Calculator SOAP Header

<S:Header>
  <To xmlns="http://www.w3.org/2005/08/addressing"
       wsu:Id="5006">http://146.231.121.204:8080/
       CalcWS/SecureCalcService</To>
  <Action xmlns="http://www.w3.org/2005/08/addressing"
          wsu:Id="5005">
    http://me.org/SecureCalc/addRequest
  </Action>
  <ReplyTo xmlns="http://www.w3.org/2005/08/addressing"
            wsu:Id="5004">
    <Address>
      http://www.w3.org/2005/08/
      addressing/anonymous
    </Address>
  </ReplyTo>
</S:Header>
wsu:Id="5003">
  uuid:dadf631f-37c6-4ddd-a2e8-c05892e9ccf2
</MessageID>
<wsse:Security S:mustUnderstand="1">
  <wsu:Timestamp
    xmlns:ns10="http://www.w3.org/2003/05/soap-envelope" wsu:Id="3">
    <wsu:Created>2007-06-18T11:43:31Z</wsu:Created>
  </wsu:Timestamp>
  <xenc:EncryptedKey xmlns:ns10="http://www.w3.org/2003/05/soap-envelope"
    Id="5002">
    <xenc:EncryptionMethod
      Algorithm="http://www.w3.org/2001/04/xmlenc#rsa-oaep-mgf1p"/>
    <ds:KeyInfo
      xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
      xsi:type="keyInfo">
      <wsse:SecurityTokenReference>
        <wsse:KeyIdentifier
          ValueType="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-x509-token-profile-1.0#X509SubjectKeyIdentifier"
          EncodingType="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-soap-message-security-1.0#Base64Binary">
          dVE29ysyFW/iD1la3ddePzM6IWo=
        </wsse:KeyIdentifier>
      </wsse:SecurityTokenReference>
    </ds:KeyInfo>
  </xenc:EncryptedKey>
</wsse:Security>
</ds:KeyInfo>
<xenc:CipherData>
<xenc:CipherValue>
ixQT5Esd8rauBiMwffaaB3فز8ذ8يذفز1nZpPlg
+04U1klrTpGxy7yyDTRyMspNjvlGik5vrWNL
5vDbX+OEAeyJyxSZ/dhiNrx6T4B4AoC7KLbFn8NN++d+K+tF+hI+7vtKlcQx+rweITFVrmcvaMR
tEK9wck5mbfJocZnahtlm=
</xenc:CipherValue>
</xenc:CipherData>
</xenc:EncryptedKey>
<xenc:ReferenceList xmlns:ns16="http://www.w3.org/2003/05/soap-envelope">
</xenc:DataReference>
<xenc:DataReferenceURI="#5009">
</xenc:DataReference>
</xenc:ReferenceList>
<xenc:EncryptedData xmlns:ns10="http://www.w3.org/2003/05/soap-envelope" Type="http://www.w3.org/2001/04/xmlenc 
#Element" Id="5009">
<xenc:EncryptionMethod Algorithm="http://www.w3.org/2001/04/ xmlenc#aes128-cbc"/>
<ds:KeyInfo xmlns:xsi="http://www.w3.org/2001/ 
XMLSchema-instance" xsi:type="keyInfo">
<wsse:SecurityTokenReference>
<wsse:Reference ValueType="http://docs.oasis-open.org/wss/ oasis-wss-soap-message-security-1.1
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    #EncryptedKey" URI="#5002"/>
</wsse:SecurityTokenReference>
</ds:KeyInfo>
<xenc:CipherData>
<xenc:CipherValue>
jQAvjeK6JkZgdfAHt9evNGIyM8sJONtrz0DcRk6dn08/THovGq9BHC4yYPQ7k8xfhG5DOwPZPOqYOAjdeXyyyaCiw3ALV9Her5VElto3IYtvas606/+xpanTILo3wSVhejyOJ/3JlyP6gmz1D2X1/felN8VrXIAiGG1/FkLL/qh84XmgMNujI+K0xQyc+3uIIPG3eybb00cAX66uxAAGOkUoBUYjHn9/F1kmQb9nZaDx3cRM/Q19ZPX+wODc2NZh7wPzpKJmdZhz0s1g9kBl+87CHT85EGauHZ4yC6n3Bu7hhG3SHX/h8Rg9NcuGIkupwMn1fxvwFoVXLs2s+jFnNKBgEpNCHByjzWqypGcTtKWp5p5w7gdEuYacGQT5DXzhW/qfDOBmOUqPVfLAr/uk3f5Yy0A9z9+y6fN/anIdc7vAG8AJVZcq+twkLr2HMgLH88UhWX0FT0lQ5KukLPPibX0kQm1QY5z6vQXCYsSO0Ulcfm2+wFNjgvY1I</xenc:CipherValue>
</xenc:CipherData>
</xenc:EncryptedData>
<ds:Signature xmlns:ns10="http://www.w3.org/2003/05/soap-envelope" Id="1">
    <ds:SignedInfo>
        <ds:CanonicalizationMethod Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
            <excl4n:InclusiveNamespaces PrefixList="wsse"/>
        </ds:CanonicalizationMethod>
        <ds:SignatureMethod Algorithm="http://www.w3.org/2000/09/xmldsig#hmac-sha1"/>
        <ds:Reference URI="#5003"/>
        <ds:Transforms>
<ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
<exc14n:InclusiveNamespaces PrefixList="S"/>
</ds:Transform>
</ds:Transforms>
<ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>
bpXwHdieG5wnXGp251rm1kBKJzc=
</ds:DigestValue>
</ds:Reference>
<ds:Reference URI="#5004">
<ds:Transforms>
<ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
<exc14n:InclusiveNamespaces PrefixList="S"/>
</ds:Transform>
</ds:Transforms>
<ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>
WdIQVaynkqwFa/LTJNuUmAHYF+k=
</ds:DigestValue>
</ds:Reference>
<ds:Reference URI="#5005">
<ds:Transforms>
<ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
<exc14n:InclusiveNamespaces PrefixList="S"/>
</ds:Transform>
</ds:Transforms>
<ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>


bppSweb++YZbNfVe3imIOas0YVg=
</ds:DigestValue>
</ds:Reference>
<ds:Reference URI="#5006">
<ds:Transforms>
<ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
<exc14n:InclusiveNamespaces PrefixList="S"/>
</ds:Transform>
</ds:Transforms>
</ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>
q3/TzdPB5IirK6DMZ6RKASQ4d18=
</ds:DigestValue>
</ds:Reference>
<ds:Reference URI="#5007">
<ds:Transforms>
<ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
<exc14n:InclusiveNamespaces PrefixList="S"/>
</ds:Transform>
</ds:Transforms>
</ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>
3Zz/vjHwt9MlnkyPJijrC61E1RQ=
</ds:DigestValue>
</ds:Reference>
<ds:Reference URI="#3">
<ds:Transforms>
<ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
<exc14n:InclusiveNamespaces PrefixList="S"/>
</ds:Transform>
</ds:Transforms>
</ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>
3Zz/vjHwt9MlnkyPJijrC61E1RQ=
</ds:DigestValue>
</ds:Reference>
PrefixList="wsu"/>
</ds:Transform>
</ds:Transforms>
<ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>YSfcUDFkhCNFN4oCWXUZ8qZrr00=</ds:DigestValue>
</ds:Reference>
<ds:Reference URI="#5a6a4a91-6f9c-469e-9b06-dd6b24d71d9f">
<ds:Transforms>
<ds:Transform Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#">
<exc14n:InclusiveNamespaces PrefixList="wsu wsse S"/>
</ds:Transform>
</ds:Transforms>
<ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
<ds:DigestValue>AksTWmnVTjcj4pxlCvMPMksDxQ4=</ds:DigestValue>
</ds:Reference>
</ds:SignedInfo>
<ds:SignatureValue>FE3fvk+o3wCa7Jd5byueferAW+4=</ds:SignatureValue>
<ds:KeyInfo>
<wsse:SecurityTokenReference wsu:Id="1783316d-9d98-4b66-a09e-c542b92d4ebb">
<wsse:Reference ValueType="http://docs.oasis-open.org/wss/oasis-wss-soap-message-security-1.1#EncryptedKey" URI="#5002"/>
</wsse:SecurityTokenReference>
</ds:KeyInfo>
</ds:Signature>
</wsse:Security>
</S:Header>